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El ampliamente utilizado paradigma cliente/servidor está siendo complementado e incluso
reemplazado por otros planteamientos de tipo Peer-to-Peer (P2P). Las redes P2P ofrecen un
sistema descentralizado de distribución de la información, son más estables, y representan una
solución al problema de la escalabilidad.

Al mismo tiempo, el Session Initiation Protocol (SIP), un protocolo de señalización diseñado
inicialmente para arquitecturas de tipo ciente/servidor, ha sido ampliamente adoptado para
servicios de comunicación tipo Voice-over-IP (VoIP).

El actual proceso de estandarización llevado a cabo por el Peer-to-Peer Session Initiation Pro-
tocol (P2PSIP) Working Group del IETF se está acercando al desarrollo de aplicaciones que
puedan utilizar tecnologías P2P junto con SIP.

RELOAD es un protocolo P2P de señalización, que está todavía en desarrollo. RELOAD tra-
baja en entornos en los que existen Network Address Translators (NATs) o firewalls. RELOAD
soporta diferentes aplicaciones y proporciona un marco de seguridad, también permite el uso de
diversos algoritmos para las Distributed Hash Tables (DHTs) mediante los llamados "topology
plugins".

Esta tesis tiene como objetivos la implementación de un codificador y decodificador para men-
sajes de RELOAD, y el análisis de su rendimiento. Para este último punto se implementará un
programa de prueba ejecutable en un teléfono móvil y en un servidor para la simulación de una
red RELOAD.
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The widely used classic client/server paradigm is being complemented and sometimes replaced
by current Peer-to-Peer (P2P) approaches. P2P networks offer decentralized distribution of
information, are more stable, and represent a solution to the problem of scalability.

At the same time the Session Initiation Protocol (SIP), a signalling protocol initially designed
for client/server architectures, has been widely adopted for Voice-over-IP (VoIP) communica-
tion.

The current standardization process of the Peer-to-Peer Session Initiation Protocol (P2PSIP)
working group of the IETF is moving towards the development of applications that can use
both P2P and Session Initiation Protocol (SIP) technologies in conjuntion.

RELOAD is a P2P signalling protocol, which is still under development. RELOAD works in
environments where there are Network Address Translators (NATs) or firewalls. RELOAD can
support various applications and provides a security frameworks. RELOAD also allows the use
of various Distributed Hash Table (DHT) algorithms in the form of topology plugins.

This thesis aims at implementing a parser and encoder for RELOAD messages, and analyzing
its performance by implementing a test program that will run on a mobile phone and on a server
simulating a RELOAD overlay network.

Keywords: P2P, SIP, P2PSIP, CHORD, RELOAD

iii



Acknowledgments

I would like to thank Jouni Mäenpää for all his time and help with the implementation,
specially for developing the CryptoEngine used in RELOAD, and also for his astonishing
patience when explaining and correcting the thesis. This work would not have been possible
without his help. I would also like to thank Veera Andersson for her help with the many
doubts I had on Java and Ari Keranen for his help on the ones I had on LATEX and several
other tools; also Darwin Valderas for his help with the Perl’s script.

I would like to express my gratitude also to my supervisor Professor Marcelo Bagnulo and
the University Carlos III for allowing me to do the thesis abroad. My especial gratitude
goes to Gonzalo Camarillo for giving me the opportunity of being here in the first place, in
such a fantastic environment surrounded with so many brilliant people.

I cannot finish without saying how grateful I am with my parents and brother, I can feel
them with me despite being 3000 kilometers apart.

Helsinki, June 02, 2009

Jaime Antonio Jiménez Bolonio

iv



Contents

Abbreviations and Acronyms viii

List of Figures x

List of Tables xi

1 Introduction 1

1.1 Problem Statement . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2

1.2 Goal and scope of the Thesis . . . . . . . . . . . . . . . . . . . . . . . . . 2

2 Background 3

2.1 The IETF . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4

2.1.1 The Origins of the IETF . . . . . . . . . . . . . . . . . . . . . . . 4

2.1.2 The Structure of the IETF . . . . . . . . . . . . . . . . . . . . . . 4

2.1.3 Publication Process . . . . . . . . . . . . . . . . . . . . . . . . . . 6

2.2 The Session Initiation Protocol (SIP) . . . . . . . . . . . . . . . . . . . . . 9

2.2.1 The History of SIP . . . . . . . . . . . . . . . . . . . . . . . . . . 10

2.2.2 SIP Functionality and architecture . . . . . . . . . . . . . . . . . . 12

2.2.3 A typical SIP session . . . . . . . . . . . . . . . . . . . . . . . . . 14

2.2.4 Transactions in SIP . . . . . . . . . . . . . . . . . . . . . . . . . . 14

2.3 Peer-to-Peer (P2P) . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16

2.3.1 Basic terminology . . . . . . . . . . . . . . . . . . . . . . . . . . 16

2.3.2 Client-Server Architecture . . . . . . . . . . . . . . . . . . . . . . 16

2.3.3 Peer to Peer Architecture . . . . . . . . . . . . . . . . . . . . . . . 17

2.3.4 Examples of well known P2P Systems . . . . . . . . . . . . . . . . 20

2.4 Peer-to-Peer SIP (P2PSIP) . . . . . . . . . . . . . . . . . . . . . . . . . . 22

v



2.4.1 The Topology Problem . . . . . . . . . . . . . . . . . . . . . . . . 22

2.4.2 Use of Distributed Hash Tables (DHTs) . . . . . . . . . . . . . . . 24

2.5 REsource LOcation And Discovery (RELOAD) . . . . . . . . . . . . . . . 29

2.5.1 RELOAD Architecture . . . . . . . . . . . . . . . . . . . . . . . . 29

2.5.2 RELOAD Network . . . . . . . . . . . . . . . . . . . . . . . . . . 30

2.5.3 RELOAD Message Examples . . . . . . . . . . . . . . . . . . . . 31

3 Implementation 34

3.1 RELOAD Message Structure . . . . . . . . . . . . . . . . . . . . . . . . . 35

3.2 Forwarding Header . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37

3.2.1 UML of the Forwarding Header . . . . . . . . . . . . . . . . . . . 37

3.3 Message Content . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43

3.3.1 UML of the Message Content . . . . . . . . . . . . . . . . . . . . 45

3.4 Security Block . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50

3.4.1 UML of the Security Block . . . . . . . . . . . . . . . . . . . . . . 51

3.5 General Implementation . . . . . . . . . . . . . . . . . . . . . . . . . . . 55

3.5.1 UML of the Sockets . . . . . . . . . . . . . . . . . . . . . . . . . 56

4 Measurements and Evaluation 61

4.1 Methodology . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61

4.2 Test environment . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 62

4.2.1 Procedure . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 65

4.3 Evaluation . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 66

5 Conclusions and Future work 73

A Tools and Materials 79

A.1 Knowledge Base . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 79

A.2 Software . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80

A.3 Hardware . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 80

B Budget Estimation 81

B.1 Tasks in the implementation of the project . . . . . . . . . . . . . . . . . . 81

B.2 Project costs . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81

vi



Abbreviations and Acronyms

3G Third Generation
ACK Acknowledgement Packet
AHHP ARPANET Host-to-Host Protocol
ARPA Advanced Research Projects Agency
ARPANET Advanced Research Projects Agency Network
API Application Programming Interface
BCP Best Current Practice
CPU Central Processing Unit
DHT Distributed Hash Table
DNS Domain Name System
DTLS Datagram Transport Layer Security
HSDPA High-Speed Downlink Packet Access
HTTP Hypertext Transfer Protocol
IAB Internet Architecture Board
IANA Internet Assigned Numbers Authority
ICE Interactive Connectivity Establishment
ID Identification
IESG Internet Engineering Steering Group
IETF Internet Engineering Task Force
IM Instant Messaging
ISOC Internet Society
IP Internet Protocol
ISP Internet Service Provider
IRTF Internet Research Task Force

vii



MMUSIC Multiparty Multimedia Session Control
NAT Network Address Translation
NCP Network Control Program/Protocol
NWG Network Working Group
P2PSIP Peer-to-Peer Session Initiation Protocol
P2P Peer-to-Peer
PSTN Public Switched Telephone Network
RELOAD REsource LOcation And Discovery
RFC Request For Comments
RSA Rivest, Shamir, & Adleman
SCIP Simple Conference Invitation Protocol
SHA Secure Hash Algorithm
SIP Session Initiation Protocol
SIPPING Session Initiation Proposal Investigation
TCP Transmission Control Protocol
TLS Transport Layer Security
TTL Time To Live
UA User Agent
UDP User Datagram Protocol
URL Uniform Resource Locator
VoIP Voice Over IP
WG Working Group
XML eXtensible Markup Language

viii



List of Figures

2.1 Hierarchy of the IETF . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5

2.2 Process of creating an RFC . . . . . . . . . . . . . . . . . . . . . . . . . . 7

2.3 Types of RFCs . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7

2.4 History of SIP . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11

2.5 The SIP Trapezoid . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15

2.6 Taxonomy of Computer Systems Architectures. . . . . . . . . . . . . . . . 17

2.7 Typical client-server and peer-to-peer systems. . . . . . . . . . . . . . . . . 17

2.8 Comparison between Gnutella and Skype networks . . . . . . . . . . . . . 21

2.9 Most common simple network topologies . . . . . . . . . . . . . . . . . . 23

2.10 Some composed network topologies . . . . . . . . . . . . . . . . . . . . . 24

2.11 Hash Tables of an Overlay forming a Distributed Hash Table . . . . . . . . 25

2.12 Example of a Chord ring (a), with the finger tables of the connected nodes.
Examples of a node joining (b) and leaving (c) the overlay . . . . . . . . . 27

2.13 Examples of recursive (a), and iterative routing (b) . . . . . . . . . . . . . 28

2.14 Major components of RELOAD. . . . . . . . . . . . . . . . . . . . . . . . 30

2.15 Example of symmetric recursive routing. . . . . . . . . . . . . . . . . . . . 31

2.16 Example of iterative routing. . . . . . . . . . . . . . . . . . . . . . . . . . 31

2.17 Example of pure recursive routing. . . . . . . . . . . . . . . . . . . . . . . 31

2.18 Example of Find Request using UDP. . . . . . . . . . . . . . . . . . . . . 32

2.19 A node connects to a Bootstrap Peer (a). At this point (b) the node is already
part of the overlay and (c) updates the peers. . . . . . . . . . . . . . . . . . 33

3.1 Parts of a RELOAD Message . . . . . . . . . . . . . . . . . . . . . . . . . 35

3.2 Class diagram of the Forwarding Header . . . . . . . . . . . . . . . . . . . 39

3.3 Class diagram of the Destination . . . . . . . . . . . . . . . . . . . . . . . 40

3.4 Class diagram of the RouteLog . . . . . . . . . . . . . . . . . . . . . . . . 41

ix



3.5 Class diagram of the IP Address Structure . . . . . . . . . . . . . . . . . . 42

3.6 Reload Message Structure, with the different types of messages, the For-
warding Header and the Security Block . . . . . . . . . . . . . . . . . . . 46

3.7 Class diagram of the Attach Request Message . . . . . . . . . . . . . . . . 47

3.8 Class diagram of the Update Answer Message . . . . . . . . . . . . . . . . 48

3.9 Class diagram of the Stored Data Structure . . . . . . . . . . . . . . . . . . 49

3.10 Class diagram of the Security Block . . . . . . . . . . . . . . . . . . . . . 52

3.11 Class diagram of the Certificate . . . . . . . . . . . . . . . . . . . . . . . . 52

3.12 Class diagram of the Signature and hash algorithm . . . . . . . . . . . . . 53

3.13 Class diagram of the Crypto Engine . . . . . . . . . . . . . . . . . . . . . 54

3.14 Process of generating, sending and parsing the Security Block . . . . . . . 57

3.15 Class diagram of the Datagram Socket . . . . . . . . . . . . . . . . . . . . 58

3.16 Class diagram of the IO . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58

3.17 Class diagram of the TestReloadSockets . . . . . . . . . . . . . . . . . . . 59

3.18 Class diagram of the Message Sender . . . . . . . . . . . . . . . . . . . . 60

4.1 Model of the experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . 65

4.2 Size of the different parts of a RELOAD message . . . . . . . . . . . . . . 66

4.3 Graphic of the sizes of the Attach Request and Attach Answer messages . . 67

4.4 Graphic of the sizes of the Find Request and Find Answer messages . . . . 68

4.5 Graphic of the sizes of the Update Request and Update Answer messages . 68

4.6 Graphic of the delays of the Update Predecessor and Update Successor mes-
sages . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 69

4.7 Graphic of the Java memory consumption . . . . . . . . . . . . . . . . . . 70

4.8 Graphic of the phone’s native memory consumption . . . . . . . . . . . . . 71

4.9 Graphic of the CPU Time . . . . . . . . . . . . . . . . . . . . . . . . . . . 72

x



List of Tables

4.1 Data used in experiment . . . . . . . . . . . . . . . . . . . . . . . . . . . 62

4.2 Messages and delays . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 64

4.3 Result number of messages and sizes . . . . . . . . . . . . . . . . . . . . . 66

B.1 Tasks and costs . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 82

xi



Chapter 1

Introduction

Signaling has evolved from circuit-switching, in which the resources were dedicated dur-
ing communication, to packet-switching networks, in which the resources are shared. The
basics of Internet Protocol (IP) networks lay on the idea of a shared medium.

Changes and innovations affect the widespread client/server paradigm, too. A seamless
way to communicate between various end-user applications and systems is also desired; as
a matter of fact P2P systems achieve this, allowing communication between peers, behind
NATs and Firewalls. P2P’s great innovation is that it uses the relatively small computing
power of personal computers and allows creating networks with immense processing capa-
bilities. In a word, it has changed the way information and culture are approached, making
it inexpensive and widely available.

As P2P networks are ubiquitous in the Internet panorama and thanks to protocols like SIP
- that help to interact with various end users and merge different technologies - commu-
nication systems are being redefined. P2PSIP and the protocol it uses -RELOAD- are an
example of towards where the networking protocols are moving.

RELOAD can be used for any application that needs to distribute its resources; indeed
some of its current uses are Instant Messaging (IM) and Voice over IP but there can be
many more. Although this technology is still under development by the IETF, there already
are some similar and successful commercial applications such as Skype. Many more - com-
mercial and non commercial - applications are envisaged, which will have the possibility
to interconnect with each other thanks to the standardization process carried out by IETF
Working Groups.
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1.1 Problem Statement

The Session Initiation Protocol was designed to work in a client-server architecture. While
the appearance of P2P technologies opened a new field for the development of SIP, also
SIP helped improving current P2P systems; Peer-to-Peer SIP appears to be the best way to
follow as it offers the possibility to create robust, well distributed, cost efficient and scalable
networks.

SIP, SIPPING and P2PSIP Working Groups perform the difficult task of standardizing the
protocols that will be used in P2PSIP communications. The development is currently fo-
cused on RELOAD: as it maintains a connection of nodes in an overlay, it enables real-time
communication using SIP; moreover, it is able to communicate through barriers such as
NATs or Firewalls, and to provide security even among malicious peers.

1.2 Goal and scope of the Thesis

This thesis aims at implementing the RELOAD Message Structure and a working simula-
tion to analyze how the traffic in a RELOAD overlay is. It will focus on the analysis of
a test application on a mobile phone, in order to acknowledge if this type of devices can
support the traffic they would have on a RELOAD network.

The scope of the implementation is limited to RELOAD’s message structure and the simu-
lation focuses on imitating the message load that a single peer would receive and send in a
real overlay.

2



Chapter 2

Background

In this chapter an introduction to the various technologies that are used or that are related
to the thesis will be given.

The IETF is an organization concerned with the standardization of Internet protocols. As
the motor of the development of new standards for the Internet, the IETF is a key-contributor
to the development of the Internet.

SIP has been relatively recently developed but it is already being used in many new com-
munication applications and it is used to set-up a broad range of sessions. At the same time
the use of P2P models has risen and now many systems use it as core architecture.

P2PSIP can be considered the last milestone in this field as it aims at merging P2P and
SIP in order to create decentralized P2P networks using SIP as messaging system. The
technology is currently taking form as RELOAD, a P2P Signaling protocol. RELOAD can
be used for a great number of possible applications, P2PSIP is one example.

RELOAD creates a P2PSIP network that can have several usages. The one on in which this
thesis focuses is the SIP usage. RELOAD can be used to store and retrieve data, as a service
discovery tool or to form direct connections in P2P environments.

3



2.1 The IETF

The Internet Engineering Task Force (IETF 1) is a loosely self-organized organization who
contributes to the engineering and evolution of Internet technologies[28]. In fact, it pro-
motes Internet Standards and sets certain guidelines on the development of the Internet
architecture.

2.1.1 The Origins of the IETF

A brief outline of the development of the Internet is needed to understand the origins of the
IETF.

Without going too far back in time, we could say that the origins of the Internet lie on
the ARPANET. The ARPANET started in 1965 with the connection of just two computers,
one in Massachusetts and the other in California, that created the first wide-area computer
network ever built [33]. Initially ARPANET used the switched telephone system, which
proved to be inadequate, and thus confirmed the need for packet switching.

In December 1970, the Network Working Group (NWG) working under S. Crocker fin-
ished the initial ARPANET Host-to-Host protocol (AHHP), whose first implementation was
called the Network Control Program (NCP) and later popularized as the Network Control
Protocol [46]. The work on the IP protocol took off in the mid 1970s, finally substituting
NCP in 1983 [19]. Commercialisation and introduction of privately run Internet Service
Providers (ISPs) first started in the 1980s, and the expansion of IP into popular use in the
1990s; since then it has become the largest network in the world.

Researchers used to typewrite their work and circulate hard copies among colleagues car-
rying out a similar work in ARPA, requesting feedback and ideas. The basic ground rules
were that "anyone could say anything and that nothing was official", thus the notes were
labeled "Request for Comments" (RFCs). The appearance of the e-mail made the wide dis-
tribution of RFCs possible. The IETF infrastructure grew from half a dozen people and
about 100 RFCs in 1968, to hundreds involved and 5392 RFCs at the time this thesis is
being written.

2.1.2 The Structure of the IETF

It has to be noted that, at the beginning, the authors of the RFCs were graduate students and
anyone could participate [46]. The IETF is still unusual in that it exists as a collection of
reunions, but is not a corporation and has no board of directors, no members, and no dues
[12]. Although the principles remain largely the same, and its goal remains unchanged: "to
make the Internet work better" [12], some things have changed. As an example, a web-
based tool replaced email as the mechanism to distribute the RFCs. Also the structure of
the IETF changed; at the beginning it depended directly on the Internet Activities Board

1See http://www.ietf.org/
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(IAB 2), but with the increase of the interest in the engineering of the Internet in the mid
1980s, it was divided into working groups [28]. IETF was mainly formed by academics
in the past, but nowadays in most areas of the IETF, equipment manufacturers are the ones
writing the protocols and leading the working groups [28].

The current structure of the various standardization bodies (see Figure 2.1) lies mainly in the
Internet Society (ISOC 3) [5], which provides all the financial support and administers the
standardization process. The Internet Architecture Board (IAB) [3] is the committee that
oversights the technical and engineering development of the Internet and serves as a liaison
between the IETF and the ISOC. As the IETF was divided into various working groups
[28], the area directors and various liaisons with different organizations such as IAB, IANA
an RFC Editor liaisons formed the Internet Engineering Steering Group (IESG) [19]. The
remaining working groups formed the Internet Research Task Force (IRTF 4), whose duty
is to work on long term plans regarding Internet protocols, applications, architecture and
technology [4]. The IETF mission includes facilitating technology transfer from the IRTF
to the wider Internet community and making recommendations to the IESG regarding the
standardization of protocols and protocol usage in the Internet [28].

Figure 2.1: Hierarchy of the IETF

The IETF is divided into various working groups 5, each of them directly dependent from
2See http://www.iab.org/
3See http://www.isoc.org
4See http://www.irtf.org
5For a exhaustive and actualized list of the current Working Groups it is recommended to see

http://www.ietf.org/html.charters/wg-dir.html
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the IESG. The areas each group covers are: Applications Area, General Area, Internet Area,
Operations and Management Area, Real-time Applications and Infrastructure Area, Rout-
ing Area, Security Area and Transport Area. Each working group has a free, unrestricted,
official mailing list where most of the work is carried out. Apart from the mailing lists,
the IETF meetings help gathering information from various individual technical contribu-
tors. The meetings are held three times a year and anyone may register for and attend any
meeting.

Within the Real-time Applications and Infrastructure Area, there are various working groups.
Among them we have the Session Initiation Protocol (SIP) Working Group, chartered to
maintain and continue the development of SIP. The Session Initiation Proposal Investigation
(SIPPING) Working Group, chartered to document the use of SIP for several applications
related to telephony and multimedia, and to develop requirements for extensions to SIP
needed for those applications. Peer-to-Peer Session Initiation Protocol (P2PSIP) Working
Group, chartered to develop protocols and mechanisms for the use of the Session Initia-
tion Protocol (SIP) in decentralized rather than centralized settings where SIP is currently
deployed.

2.1.3 Publication Process

Internet Drafts (I-Ds)

Internet Drafts are versions of the future RFCs. During the development stages, they are
available for informal review and comment. An Internet-Draft that is published as an RFC,
or that has remained unchanged in the Internet-Drafts directory for more than six months
without being recommended by the IESG for publication as an RFC, is simply removed
from the Internet-Drafts directory. At any time, an Internet-Draft may be replaced by a
more recent version of the same specification, restarting the six-month timeout period [28],
[4].

RFCs

RFCs represent the main documentation that the IETF publishes. In Figure 2.2 we can see
how an RFC is written. The process starts when an IETF working group or an individual
submits an Internet Draft to the IESG. The IESG may have some concerns or suggest some
changes to the draft and give it back in order to apply those changes. Once all the concerns
are resolved the IESG the draft to the general Internet community for review so that some
comments or suggestions arise. This "Last Call" notification shall be announced via elec-
tronic mail to the IETF Announce mailing list and is a period no shorter than two weeks
[15]. If no further comments arise and the draft is approved, a notification to the RFC Ed-
itor is sent with instructions to publish the specification as an RFC. In between the process
the IESG may decide to create new Working Groups in the case of controversy, change the
publication category or commission independent technical reviews at its discretion.

It must be noticed that not all RFC’s are standards (for example rfc 1976). There are differ-
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Figure 2.2: Process of creating an RFC

ent types (see Figure 2.3): Standards Track RFCs, Informational and Experimental RFCs
and Best Current Practice (BCP) RFCs [19].

Standards Track RFCs

Standards Track RFCs have three maturity levels: a standards track is on the proposed
standard (PS) level, when the specification is believed to be well understood and there are
no known problems. It becomes a Draft standard (DS), once it is a proposed standard and
there are multiple interoperable implementations in the real world. It becomes a standard
(STD), when the draft implementation is widely used and operational experience appears
within the community [28], [4].

Figure 2.3: Types of RFCs
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Informational, Experimental and BCP RFCs

Informational RFCs are used to spread general information to the community. They are
not reviewed as thoroughly as the ones in the standards track since they do not include a
proposal. Experimental RFCs are for specifications that may be interesting, but for which
implementation is still unclear. If, later, the specification becomes popular or is proved
to work properly, it can be re-issued as a standards-track RFC [28] [4]. BCP documents
describe the application of various technologies in the Internet.

A special comment should be done for these RFCs which purpose is solely humorous.
These RFCs are always submitted the April Fool’s day, they have the same design of the
normal RFCs and are usually very elaborated hoaxes. The tradition is quite old, dating back
to June 1973, when RFC 527 [41] was written.
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2.2 The Session Initiation Protocol (SIP)

Before the Internet was as common and widespread as it is nowadays, there was a separate
network for each service: for data, for voice, mobile and TV networks [54]. Each of these
was specific and had country or even regional variants which were incompatible between
each other since they used different protocols.

The advent of the Internet has enabled the merging of these dissimilar networks. While
voice networks have become optimized for voice and voice only communications, they are
scarcely used when it comes to data transfer. In the case of modern mobile networks, it may
turn out that they will become a means for accessing the Internet, especially in the case of
the so-called 4th generation network (4G). TV providers are focusing more and more on
the Internet portability of their services while TV preponderance is fading away against
Internet video services [43].

The rise of the Internet has forced mobile, TV and data companies to search for new busi-
ness models to take advantage of Internet technologies and protocols. In particular, compa-
nies are likely to seek for those protocols that merge different technologies thus helping to
interact with various end users and merge various technologies: SIP is one of those because
of its impact on the telecommunication industry.
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2.2.1 The History of SIP

In February 1996, Mark Handley and Eve Schooler submitted their Internet Draft regarding
the Session Invitation Protocol (SIPv1). The very same day Henning Schulzrinne submitted
his proposal for the Simple Conference Invitation Protocol (SCIP). Although both protocols
were text based, SIPv1 only handled session establishment: once the user joined the session
the signalling stopped. SCIP signalling remained after session establishment in order to
enable changing parameters during the sessions and closing previous sessions. Moreover,
Schulzrinne’s SCIP was based on Hypertext Transfer Protocol (HTTP).

During the 35th IETF meeting, still in 1996, both protocols were merged into one, which
was called the Session Initiation Protocol (SIPv2, just SIP from now on). Its first draft was
submitted in December 1996. Like SCIP, it was based on HTTP and could use also TCP,
while thanks to SIPv1 it could use UDP, too. Like the two previous it was text based.

Back then the intention was to set up multicast groups for multimedia conferences, and
therefore the task of developing SIP was given to the Multiparty Multimedia Session Pro-
tocol (MMUSIC) working group. In December 1997, due to the large size of the SIP spec-
ification, it was decided to split the specification into base and various extensions of SIP.

In February 1999, SIP reached the level of proposed standard and was published as RFC
2543. The importance of SIP grew in the IETF and thus a new SIP working group was
created in September 1999 to focus solely on the development of SIP. Due to the enormous
amount of contributions to SIP, it was decided in March 2001 to split the SIP working
group in two. The SIP working group would focus on the main specification and its main
extensions, while the new group Session Initiation Proposal Investigation (SIPPING) was
to test the use of SIP for several applications related to telephony and multimedia, and to
develop requirements for SIP extensions. One year later, in June 2002, the current SIP
specification was published as the RFC 3261 [54], [49] (see Figure 2.4).

It may seem awkward that RFC 3261 has not been modified in seven years but it is actually
quite common. Once the final details of the main specification of a protocol are settled, it is
time to focus on the extensions of that protocol. As an example, the Internet Protocol (IP)
on RFC 791 was written at the end of the 1970s and was documented as IPv4 in September
1981. Although IPv4 will one day be replaced by IPv6, RFC 791 is still a relevant document
for defining Internet Protocol datagrams even at the moment. Also, we would be incorrect
to think that no further investigation on the topic has been made since hundreds of drafts
and RFCs directly related to SIP, and many more that use SIP in an indirect manner [7] have
been published. More information about SIP and its extensions can be foundfrom the draft
"A Hitchhiker’s Guide to the Session Initiation Protocol (SIP)" which has a comprehensive
list of the RFC specifications in addition to Internet Drafts which are still under development
within.
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Figure 2.4: History of SIP
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2.2.2 SIP Functionality and architecture

Functionality provided by SIP

SIP is a protocol for initiating, modifying, and terminating interactive sessions. SIP sup-
ports five facets of establishing and terminating multimedia communications [49]:

User location: determination of the end system to be used for communication, which does
not mean a geographical location.

User availability: determination of the willingness of the called party to engage in commu-
nications.

User capabilities: determination of the media and media parameters to be used.

Session setup: establishment of session parameters at both called and calling party.

Session management: including transfer and termination of sessions, modifying session
parameters, and invoking services.

Functionality not provided by SIP

SIP is not a protocol for device control or remote procedure calls. SIP is not a transport
protocol, it can carry small attachments but it is not intended to carry large amounts of
information [54]. SIP is also not a session-management protocol, but only a session-setup
protocol. SIP is also not a VoIP protocol, although VoIP is one possible service that can be
implemented over a SIP enabled network. SIP is purely a signaling protocol and makes no
specification on media types, descriptions, services, and so on.

Entities of SIP

SIP has evolved to be able to set up a broad range of sessions, from multimedia (e.g., voice,
video, etc) to gaming and instant messaging. SIP messages are simply either requests or
responses. Some logical entities are required to carry those messages. It is important to
understand the role of the entities in order to understand the architecture of SIP.

User Agents: An User Agent (UA) is the SIP entity that interacts with the user. Basically
the UA is an endpoint in a SIP connection. An user agent can be a SIP phone or SIP client
software running on a laptop or mobile phone, it can also be a gateway to another network,
like an open gateway [49]. There are two types os SIP UAs; the User Agent Client (UAC)
and the User Agent Server (UAS). The UAC initiates SIP requests and receives responses,
while the UAS is the part of the user agent that generates responses to previous requests.
Both user agents are part of every single SIP UA and both of them are used on a typical SIP
session. In other words, if a piece of software initiates a request, it acts as a UAC for the
duration of that transaction. If it receives a request later, it assumes the role of a user agent
server for the processing of that transaction [20].

Servers: Servers such a proxy server are intermediaries within the SIP network. A server is
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a network element that receives requests in order to service them and sends back responses
to those requests. Examples of servers are proxies, user agent servers, redirect servers, and
registrars [49]. The proxy server acts as a link to connect two entities by forwarding the
requests and responses it receives. In contrast the redirect server’s response is a direction
where the request should be retried. Finally, the registrar server updates the information of
a database according to the information it receives in a request. 6 In the case of the proxy
servers, various types exist depending on the state they keep.

Stateless proxy, one that does not keep any state when forwarding requests and responses,
a simple message forwarder.

Stateful proxy, a proxy that stores state information during the transaction.

Call stateful proxy, a proxy that stores all the state regarding a session.

6It is important to note that SIP servers are not neededl on P2PSIP overlays, as we will see in the further
chapters.
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2.2.3 A typical SIP session

On Figure 2.5, we can see an example of a SIP session. We have two users, Maria and
Javier, who want to start a VoIP call. Maria uses a mobile phone with a SIP application and
Javier uses some software installed on his laptop. Both are using SIP Uniform Resource
Locators (SIP URLs), whose format is very similar to an email addresses; SIP URLs consist
of a hostname, username, a port number and other parameters. In the example in this case:
sip:maria@home.com and sip:javier@abroad.com

The process of connecting and starting a media session is transparent to the user and is as
follows:

1. Maria sends an INVITE request to the proxy located in Madrid, sip:proxy.madrid.com.
The SIP URL of the proxy could also indicate the port and the transport method.
For example: sip:proxy.madrid.com:5060;transport=UDP.

2. The sip:proxy.madrid.com proxy server locates Javier’s proxy server in Helsinki,
sip:proxy.helsinki.com.

3. The sip:proxy.helsinki.com consults a location service to find Javier’s contact URL,
which happens to be sip:javier@abroad.com.

4. The invite request is forwarded to Javier, and a message appears on the screen of his
laptop informing him that Maria wants to start a VoIP call.

5. Javier accepts the session by clicking on a button in the VoIP application.

6. The call confirmation is forwarded through the proxies up to Maria’s mobile phone,
which automatically sends an ACK request. This time the request goes straight to
Javier, bypassing the proxies.

7. The media session, which in this case is a VoIP conversation, starts. It could be
another type of multimedia session, or any session requiring SIP.

8. The session over SIP finishes the moment Maria hangs up the mobile phone. The SIP
application sends a BYE message and the OK response which is returned by Javier’s
application terminates the session.

2.2.4 Transactions in SIP

As we have seen before, SIP has different types of transactions. A transaction consist of a
request invoking a particular method, or function, on the server, and at least one response.
The transaction types are: INVITE-ACK transactions, CANCEL transactions and regular
transactions.

The INVITE-ACK transactions involve an INVITE and the ACK confirmation of the re-
sponse. The CANCEL transaction is connected to a previous transaction and cancels it. A
regular transaction is any transaction apart from the INVITE-ACK and the CANCEL.
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Figure 2.5: The SIP Trapezoid

15



2.3 Peer-to-Peer (P2P)

In recent years there has been a dramatic increase in the use of P2P systems, mainly because
of their main characteristic which is their ability to provide a large combined storage and
processing power while having low cost scalability capabilities.

2.3.1 Basic terminology

In order to understand what Peer-to-Peer computing or Client-Server computing means,it is
necessary to review some common terminology.

Overlay Network: An overlay network is a computer network on top of another IP network,
or on top of the Internet [54]. The nodes are connected using the IP addresses of the under-
lying network. Discovery and routing is done on the application layer at the endpoints.

Centralized Systems: represent single-unit solutions, usually there is one machine and var-
ious terminals. An example of this type are supercomputers and mainframes.

Distributed Systems: are those in which the computers form a network and such network is
coordinated only by passing messages.

Distributed Computing: is a computer system in which several interconnected computers
share the computing tasks assigned to the system [26]. This term is frequently associated
with P2P.

Resource: is any hardware or software entity being represented or shared on a distributed
network [57]. For example, a resource could be a computer, a file, a network service, a web
page, etc.

Node: is a term used to represent a device connected to an overlay. Can be a server, a client
or a peer.

Client: is a type of node, consumer of information. The client can only initiate requests but
is not able to serve them. An example of a client is a mobile phone accessing the Internet.

Server: is a type of node, source of information. The server can only respond requests but
is not able to initiate them. An example of a server is a server serving a web page.

Service: is a network-enabled entity that provides some capability [25]; An example of a
service is a server is providing the capability of file retrieval.

Peer: a peer can be any device acting as both a consumer and a source of information. An
example of a peer is a computer connected to a p2p network by means of a file-sharing
application.

2.3.2 Client-Server Architecture

The client-server model is an example of distributed networking. In it the client receives
the information from the server which serves various clients. The typical characteristics of
the client are that it initiates requests, waits for replies and that it usually does not connect
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to a large number of servers at once. On the other hand, the server never initiates the
communication, it only waits to receive a request and then replies to the client.

In this model, the information concentrates on the server side instead of being in the clients
and it is not to be confused with a centralized sytem (see Figure 2.6). If the server stops
working, then the whole network loses its source of information and therefore disconnects.
The need to overcome this weakness lead to the creation of new ways to distribute the
information without entirely depending on one single entity.

Figure 2.6: Taxonomy of Computer Systems Architectures.

A client-server architecture, like the one in Figure 2.7, also characterizes on the way the
resources communicate with each other; when the information has to go from one client to
another one, it always goes through a server. The clients can not locate each other without
the information stored in the server.

2.3.3 Peer to Peer Architecture

Another type of distributed systems are P2P networks, in which the information is mainly
stored in the peers, that is, in the network itself.

A P2P network can be defined as the "shared provision of distributed resources and ser-
vices" [52]. Decentralization and autonomy are also characteristical of these networks [42],
like the one in Figure 2.7.

Figure 2.7: Typical client-server and peer-to-peer systems.

Sharing of distributed resources and services: In pure decentralized networks, there is no
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such thing as a client or server since these roles are played by each node, which become
thus peers.

Decentralization: When considering pure p2p networks, there is no central coordination,
since each of the nodes operates at the same level [51]. In between fully centralized and
fully decentralized architectures, there is a range of different structures, whose boundaries
are not clearly delimited. For example, there are P2P networks that use a central server to
store the security certificates like in P2PSIP (see Section 2.4).

Autonomy: Usually each node of the network can choose wether to share its resources or
not. In addition, some parts of the network may form a separate p2p network.

One may ask how the change from centralized networking into decentralized occurred. Ac-
tually, the Internet started as a P2P system. If the ARPANET is analyzed according to the
previous characteristics it can be noticed that it operated as a peer to peer network as its
aim was to share resources among different computers throughout the United States in a
decentralized fashion. The firsts nodes of the ARPANET were various universities, and
they were connected as peers of the same network architecture rather than as clients of an
unique server [57]. In the early stages of the Internet there was no NAT traversal problem
[24], since each machine was permanently connected to the Internet and had a static IP
address. Firewalls were unknown until the late 1980s. Generally, any two machines on
the Internet could send packets to each other. The appearance of Network Address Trans-
lators (NATs) and firewalls caused a lack of connectivity for applications that did not use
the client-server paradigm [18]. Meanwhile, the use of the Internet spread massively; users
connected from their own computers with dial-up connection and due to the decrease of
static IP addresses Internet Service Providers (ISPs) started using dynamic IP addresses.
Each PC had relatively brief sessions instead of being permanently connected, and had a
different IP in each of the sessions. In the last twenty years, the Internet grew to unimag-
inable levels, also accompanied with the decrease of the computer components, bandwidth
and storage modules. But it was the design of standard NAT traversal mechanisms [18]
such as Interactive Connectivity Establishment (ICE) [47], together with the ease of scal-
ability and interoperability of P2P networks [34] that there has been a striking increase in
P2P-based computing [11], such as: search engines, games, file-sharing software (as well
as a large sharing community), communication and security systems.

Unstructured P2P

An unstructured P2P network is one in which there is no clear definition of what the topol-
ogy of the network should be. Since there is no definition of the location of the nodes,
the searching process sometimes consumes a lot of bandwidth and processing power. For
instance, if a peer needs to find one particular resource, it has to send a request to one or
multiple adjacent nodes which will forward the request to their adjacent peers and so on.
This can cause many problems regarding security since an exponential request attack can be
easily carried on. Therefore, each message carries a time stamp, named time-to-live (TTL),
which forces the elimination of each request after a certain number of hops. Another major
drawback is that this structure does not guarantee that the search will be successful at all.
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Still, it is very stable and far more simple than structured alternatives.

Structured P2P

A structured P2P network is an overlay network that uses a defined protocol to ensure the
reachability of all peers, so that any node can efficiently route a search to any other peer in
the overlay.

Distributed Hash Tables (DHTs) are commonly used for this purpose. In structured P2P
architectures, each node is assigned an unique ID when it joins the overlay and the data it
wants to store is assigned another ID (i.e., key). That key indicates where the data will be
stored in the overlay, and is created by means of a hashing function. Later, when a search is
performed, each node will consult its hash table, which contains a range of keys indicating
the responsible nodes for each data. If the node doesn’t find the information of the searched
key, it will simply forward the request to another node, which will be determined using the
specific overlay algorithm of the network. In the case of Chord, which is probably the most
widely known DHT algorithm, the request is forwarded to the node in the routing table that
is closest to the target ID.

The topics of the Distributed Hash Tables and Chord are more thoroughly explained in
section 2.4.2.
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2.3.4 Examples of well known P2P Systems

Among the many examples of different P2P systems, this section presents a few but relevant
examples. Nowadays the largest P2P systems are used for file sharing, but there are also
developments in other fields [58] such as: research, communications and even military
projects.

File Sharing

Examples of P2P file sharing networks include Gnutella, Kad and Bittorrent.

Gnutella 7 is an unstructured system that is used mainly for file sharing. Its main focus is on
decentralization (see Figure 2.8). The Gnutella network had 40.5% [9] of the market share
in 2007, being thus the most widely used P2P sharing network in that year.

Kad is a P2P network that implements the Kademlia P2P overlay protocol. Once the file
transfer starts, peers connect directly to each other using the standard IP network. It is often
used in conjunction with some applications like emule or edonkey, although they have their
own P2P network.

BitTorrent 8 is another of the heavy-weights in the P2P sharing world, with 28.2% [9] of
the market share in 2007, and probably more in 2008.

Research

Examples of P2P research networks include LionShare, SETI@home and Folding@home.

LionShare 9 is a fairly new network, the first release of which dates back to October 2007.
Its aim is to provide a P2P sharing tool for academical purposes. Its main innovation is that
it searches also on academic databases in addition to the files of the peers. It includes a
method to control the access to the files in order to ensure security.

SETI@home 10 which is hosted by the Space Sciences Laboratory at Berkeley University,
was extremely popular in the early years of the 21st century. It distributes computation
among numerous personal computers, which are ofen idle. This type of distributed com-
puting has also been used to crack encryption challenges.

Folding@home 11 which was launched in October 2000, is another example of a distributed
computing cluster, probably the largest in the world [1]. The goal of this project is to
research protein folding and misfolding to gain an understanding of how these are related
to disease. Targeted diseases include (but are not limited to) Alzheimer’s, Parkinson’s, and
many forms of cancer.

7see http://rfc-gnutella.sourceforge.net/
8see http://www.bittorrent.org/
9see http://lionshare.its.psu.edu

10see http://setiathome.berkeley.edu/
11see http://folding.stanford.edu/
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Military

There has been some research, at least by the US government, on the possibilities to use
P2P on tactical military networks, though most of this research is still inaccessible for the
general public. An example of this is the Small Unit Operations - Situational Awareness
and Information Management (SUO SAIM) project. SUO SAIMs information manage-
ment layer is a self-organizing P2P system. The US military had to develop a fault tolerant
architecture, capable of adapting to changes in the communication architecture and effi-
ciently utilize the bandwidth available [27]. Therefore they used a P2P approach instead
of a client-server one. There has also been some development on collaborative networks
of sensors [13] which aim is to share the information between these sensors which can be
either fixed on the ground, mobile on the ground, or located on air carriers or satellites.

Communication

Examples of P2P communication networks include Skype and Jabber

Skype 12 is the celebrated software that allows users to make telephone calls over the In-
ternet. It uses a type of P2P network, with probably (since the protocol has not been made
publicly available) a centralized server to handle authorization and user information. Skype
can autodetect NAT and firewall settings and has super peers, which are peers that have been
promoted to this status because of their capacity or connectivity (see Figure 2.8). Skype is
available on different devices and has around 405 million users [8].

Figure 2.8: Comparison between Gnutella and Skype networks

Jabber 13 is an open source project that combines instant messaging (supporting many pop-
ular systems) with XML, creating a decentralized network of IM services. However, clients
do not speak directly with each other. Jabber uses an unique Jabber ID (such as user-
name@domain.com) to avoid the need for a central server for identification.

12see http://www.skype.com
13see www.jabber.org/
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2.4 Peer-to-Peer SIP (P2PSIP)

While P2P networks offer higher scalability and reliability than client-server networks, they
trade off with higher delay in lookup service, especially in large-scale networks. When the
P2P model is used on these networks, there are some mechanism to organize the infor-
mation, so that the search for data has deterministic results, like Distributed Hash Tables
(DHTs).

Depending on the topology of the network, different approaches can be used, currently the
efforts are concentrating on REsource LOcation And Discovery (RELOAD), a peer-to-peer
(P2P) signaling protocol for use on large networks like the Internet.

2.4.1 The Topology Problem

P2P architectures differ greatly in their structure, varying from hierarchical structures to
ring or decentralized ones [57] or a hybrid combination of them. These variations and
compositions are made to ensure the combination of the best features of each structure in
order to optimize the topology according to its use.

P2P architectures can be divided into simple topologies (centralized, decentralized, ring,
hierarchical) and composed or hybrid topologies (client/ring topology, centralized/central-
ized, centralized/decentralized). From the last type, we will provide just a few examples
that suit best for this thesis since there are numerous possible combinations.
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Simple Topologies

Among the most commonly used topologies we have the Centralized Topology (see Figure
2.9), which is used in client/server architectures, with the clients connecting to a single
peer. We also have the Ring Topology which is a loop of nodes. It is usually used on large
server farms because of its ease of escalation and load balance possibilities. Sometimes ease
of search is what is looked for in a network, for which Hierarchical Topologies are used.
They are tree-like structures depending on usually one or few nodes. A typical example are
authorisation entities such as DNS. Another basic structure is Decentralized Topologies,
they are used because of their robustness against random peer failures, but the search is
extremely inefficient.

Figure 2.9: Most common simple network topologies

Composed Topologies

The next step of a client/server architecture is when instead of just one server there are var-
ious, so that they serve and organize the information more efficiently [22]. This is achieved
in the Centralized/Ring Topology, used in robust web servers (see Figure 2.10) combining
the simplicity of a client-server system with the robustness of a ring. Centralized/central-
ized topologies are also used in some web applications, when there is need for a central
control but the features of a central server are distributed among other machines. This is
the case of Google as for instance, the web server contacts a distributed database of links.
Centralized/decentralized topologies are used to enable fault tolerance and centralization
at the same time. It is similar to a hierarchical topology, where just some nodes belong to
the upper centralized class. It is used in Skype, on other social networks, and various P2P
systems.
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Figure 2.10: Some composed network topologies

2.4.2 Use of Distributed Hash Tables (DHTs)

A hash function or hash algorithm is a mathematical function that transforms a large
amount of data into a small value, which is also usually encrypted. These functions are
used on hash tables or hash maps, which are structures made for referencing, as they as-
sociate the hashes or keys with real values. Hash tables have various purposes; one of
them is indexing, keeping an array of (key, value) data types. They are useful for lookup of
information since the indexing makes the process very efficient.

On P2P networks, the information is stored at the endpoints of the network (i.e. peers) rather
than on a single or various servers. The hash table approach is not possible here since the
data has to be distributed more or less equally among the peers. Instead, Distributed Hash
Tables (DHTs) are used. They are created by storing the contents of the hash table across a
set of peers on a P2P network according to certain algorithms to ensure optimal distribution.
Each of the peers will be responsible for part of the key space.

The distribution of the information through the network of peers is not random, it has to be
ensured that it is equally distributed among the peers and it has to change according to the
changes in the network, since nodes can join or leave it at any time. An example of routing
performance in a DHT overlay network can be seen at [39]. To distribute the information,
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Figure 2.11: Hash Tables of an Overlay forming a Distributed Hash Table

most of structured P2P architectures use a DHT algorithm. Among the many algorithms,
like Kademlia [40], Pastry [50], CAN [45] and Chord [56], we are going to focus on the last
one, mainly because it is the one most widely used and is also the default algorithm used
by RELOAD. A detailed comparison of these algorithms can be found in [35].

25



Chord

A fundamental problem that confronts peer-to-peer applications is locating the node that
stores a desired data item. On a typical P2P network, a peer will forward a request for
certain data to other peers, which in turn forward it to several other connected peers. This
type of search is called flooding the network, and causes a problem on the network actually
inhibiting it from retrieving the data.

A solution to this problem comes with Chord. It is a fully distributed peer-to-peer lookup
algorithm [56] used to map a key to a specific node. It can be used in various topologies
[53]: centralized/ring, the classic server farm, hierarchical centralized/decentralized struc-
ture with some super-nodes among the rest of the peers (e.g. the one used on Skype), ring
where the nodes are equals and their only difference is some resource limitation (see the
types of topologies in Section 2.4.1).

Chord has just one operation: providing that you give a key, Chord can map it onto a node.
Chord uses a distributed hash table for routing. If we have N nodes and K keys, each node
is responsible at most for (1 + O(logN))K/N keys. It has been demonstrated [56] that Chord
can solve any given lookup by sending information to a maximum of O(log N) nodes. This
means that even when N is a large number, the number of messages sent by a node using
Chord will still be relatively small. The nodes are arranged on a ring. On the Chord ring
each node has a successor and a predecessor. Since P2P nodes join or leave the network
freely, nodes maintain multiple successor pointers to improve robustness.

In Figure 2.12, we can see an example of a Chord ring. In Figure 2.12(a) Nodes 0,1 and 3
are connected while nodes 2,4,5,6,7 are not. The size of the network is 8 and the currently
available files/keys map to nodes 1,2 and 6. Since node 6 does not exist, the file (key=6)
is mapped to the first available node, in this case node 0. The file (key=2) is mapped onto
node 3. Chord continually maps the files along the Chord ring as peers join and leave the
network. For instance, In Figure 2.12(b), if the Node 6 joined the overlay, the file (key=6)
would be stored in that node, and also the successors of the nodes would vary according to
this new topology [55]. In Figure 2.12(c) when node 1 leaves the overlay, the finger tables
are adjusted. And the key node 6 is responsible for are assigned to the next peer, in this case
Node 3.

In Chord, there are two routing modes: iterative and recursive [56]. In recursive routing,
the request is forwarded to the next hop until it reaches the responsible node who will reply
14 to the initial node. In Figure 2.13(a) we can see an example in which node 1 asks for key
12. Node 1 first checks its own table but is not responsible for that key so it forwards the
request to the next hop, which is node 10. Node 10 checks its routing table, and forwards the
request to the node that is supposed to have the information. this node is node 14. Finally,
node 14 replies to node 1 with the value associated with key 12. Figure 2.13(b) shows an
example of iterative routing. The request involves the very same nodes but the message is
not forwarded to the next hop. Instead, each node along the path returns a response to node
1. Although recursive routing has a better performance, iterative is usually recommended
for security reasons, since the message flow can be properly controlled. The routing used in

14In Chord, the response is not returned directly, but along the reverese path followed by the query
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Figure 2.12: Example of a Chord ring (a), with the finger tables of the connected nodes.
Examples of a node joining (b) and leaving (c) the overlay

RELOAD is slightly different from the recursive mode and it is explained in section 2.5.2.
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Figure 2.13: Examples of recursive (a), and iterative routing (b)
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2.5 REsource LOcation And Discovery (RELOAD)

In traditional SIP architectures, there is a hierarchy of SIP routing proxies and SIP user
agents that follow a client/server structure. To start a communication session using SIP, a
SIP user agent will send an SIP invite request to a proxy which will send it to the destination
UA of the message. In P2P networks, this type of communication is not possible, since
there are no proxy nodes that centralize the mapping. Instead, the mapping function is
distributed among the peers of the network. This P2P overlay network is organized and
maintained using the P2PSIP peer protocol, which provides for user and resource location
in a SIP environment with no or minimal centralized servers [16], [17].

Nowadays Skype is among the firsts to adapt a similar technology on VoIP communications,
but it does not use standard protocols like RELOAD and SIP and most probably uses a
central server for indexing and authorization purposes even if this can not be ascertained
since the protocol is closed source. Also, Skype is not compatible with other VoIP systems,
making it useless for the research community. The IETF P2PSIP Working Group [6] is
chartered to develop standard protocols and mechanisms for P2PSIP systems. Currently
the P2PSIP WG has focused its efforts on the development of the REsource LOcation And
Discovery (RELOAD) protocol, which is the peer protocol to be used in P2PSIP networks.

The RELOAD protocol is still under development and there is no implementation available
at the time of writing this thesis. Its characteristics are defined in [30].

In 2007, there were several competing proposals for the P2PSIP peer protocol; RELOAD
[30], Peer-to-Peer Protocol (P2PP) [14], Address Settlement by Peer-to-Peer (ASP) [31],
Service Extensible P2P Peer Protocol (SEP) [32], Extensible Peer Protocol (XPP) [38] and
Host Identity Protocol HOP (HIPHOP) [21]. At the end of the year, RELOAD and ASP
were merged and by February 2008 also P2PP was merged to the combined RELOAD/ASP
protocol. This version then became an official working group item of the P2PSIP working
group.

Some of RELOAD’s features are that it works on environments where there are NATs or
firewalls. RELOAD can support various applications and provides a security framework,
since connections in a P2P network will often be established among peers that do not trust
each other. RELOAD also allows the use of various DHT algorithms in the form of topology
plugins. The one that is being currently implemented is Chord.

2.5.1 RELOAD Architecture

In Figure 2.14, we can see the basic architecture of RELOAD [30].

Usage Layer: Each application that wishes to use RELOAD defines a RELOAD usage; ex-
amples include a SIP Usage, XMPP Usage or any other. These usages all talk to RELOAD
through a common Message Transport API. The applications can use RELOAD to store
and retrieve data, as a service discovery tool or to form direct connections in P2P environ-
ments. Currently defined usages are the SIP usage, the certificate store usage, the Traversal
Using Relays around NAT (TURN) [48] server usage and the diagnostics usage. Message
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Figure 2.14: Major components of RELOAD.

Transport layer provides a generic message routing service for the overlay, that is sending
and receiving messages from peers. The Storage component is responsible for processing
messages relating to the storage and retrieval of data.

Topology Plugin: RELOAD is specifically designed to work with a variety of overlay al-
gorithms. However, for interoperability reasons, RELOAD defines one algorithm, Chord,
that is mandatory to implement. The topology plugin defines the content of the messages
that will be used in RELOAD, the various procedures to join and leave an overlay, the
hash algorithm used (the default algorithm used is Secure Hash Algorithm 1 (SHA-1)), the
replication strategy, and the routing procedures. Forwarding and Link Management Layer
provides packet forwarding services and sets up connections across NATs using Interactive
Connectivity Establishment (ICE) [47].

Overlay Link Layer: Currently Transport Layer Security (TLS) over TCP and and Datagram
Transport Layer Security (DTLS) over UDP are the "link layer" protocols supported by
RELOAD for hop-by-hop communication.

2.5.2 RELOAD Network

The RELOAD Network is very similar to any other P2P network. However, one of the
differences is that not all the members of the network are peers, in fact there are also clients
(see Section 2.3.1). A node might act as a Client simply because it does not have the
resources or does not implement the topology plugin required to act as a peer in the over-
lay. Still, a client uses the same RELOAD protocol as the peers, knows how to calculate
Resource-IDs, and signs its requests in the same manner as peers. RELOAD is going to
have a credential and an enrollment server too, although the role of such servers in a full
P2P network is still under debate.
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Figure 2.15: Example of symmetric recursive routing.

The routing mode in RELOAD is symmetric recursive, which is similar to recursive routing
but with the difference that the return path of the response is the same as the path followed
by the request in reverse. For instance, if a message goes from A to D through B and C, the
returning path will be D,C,B,A. RELOAD uses this routing because it is the only available
option (see Figure 2.15).

Figure 2.16: Example of iterative routing.

Iterative routing is not possible since a message may need to be sent to a peer that is not
present in the routing table, which requires a new direct connection to be established, be-
coming the latency too high for the communnication to be efficient (see Figure 2.16).

Figure 2.17: Example of pure recursive routing.

The pure recursive routing can not be applied either for similar reasons; if a node behind
a NAT receives a message response that has not been previously requested, the NAT will
drop the message, making the communication impossible (see Figure 2.17).

2.5.3 RELOAD Message Examples

For the purposes of this thesis, we are going to focus on RELOAD’s message system, there-
fore it is important to understand how RELOAD’s message flow works. We will focus on

31



relevant procedures that a node has to perform in the overlay, such as: lookup, joining, and
leaving.

The Lookup or Find process (see Figure 2.18) is done in a symmetric recursive fashion as
was shown in Section 2.5.2:

1. A peer sends a Find Request to its neighbor peer to find a peer closer to a requested
id.

2. If they are using UDP, an ACK will be sent upon receival of each message by each
hop.

3. The lookup is forwarded until the node responsible of that information is found, then
it responds with a Find Answer.

Figure 2.18: Example of Find Request using UDP.

The Joining process involves a Joining Party (JP) connecting and becoming part of an over-
lay [30] (see Figure 2.19). The different steps are:

1. JP connects to its chosen bootstrap node and sends a series of Probes to populate its
routing table.

2. JP sends Attach requests to initiate connections to each of the peers in the connection
table as well as to the desired finger table entries.

3. JP enters all the peers it contacted into its routing table.
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4. JP sends a Join to its immediate successor, the admitting peer (AP) for Node-ID. The
AP sends the response to the Join.

5. AP does a series of Store requests to JP to store the data that JP will be responsible
for.

6. AP sends JP an Update explicitly labeling JP as its predecessor. It also sends an
Update to all of its neighbors with the new values of its neighbor set (including JP).

7. JP sends Updates to all the peers in its routing table.

Figure 2.19: A node connects to a Bootstrap Peer (a). At this point (b) the node is already
part of the overlay and (c) updates the peers.

The Leaving of an overlay is performed when a node departs from it. The node sends
the Leave message to its predeccessor and its successor and they send the response back.
Both nodes remove the leaving peer from their own table. The periodic stabilization will
afterwards update the rest of the nodes [30] [36].
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Chapter 3

Implementation

This chapter explains the implementation of the ReloadMessage structure and the rest of the
classes needed to generate, send and receive messages, as well as several UML diagrams of
important parts of the code and their explanation.

The implementation of the RELOAD Message Structure has been carried out following
different drafts, thoroughly defined by the P2PSIP Working Group (see [30]) and other
drafts (see [36]). This implementation can be reused in future versions of RELOAD since
it has been implemented following the current standards.

The rest of the implementation regarding the sockets, the server, and the client has been
done for the sole purpose of testing the messages and the traffic characteristics of RELOAD.

For notation purposes a presentation language has been commonly adopted for RELOAD.
This presentation language is similar to C but RELOAD can be implemented in any different
language.
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3.1 RELOAD Message Structure

This section explains the general characteristics of the implementation. For each relevant
part, a more detailed explanation of the source code is included, in addition to class dia-
grams and functionalities.

The structure of a RELOAD Message consists of a forwarding header, compulsory in all
messages; the message content; and the security block. Each message will differ on the
information contained and the purpose of the message, but the main parts will always be
the same (see Figure 3.1).

The structure has been developed to satisfy the requirements of a request/response protocol.
It is intended to be extensible, therefore it uses fields such as length, type and value to ease
the process of adding new fields. In its design, interoperability is also a key factor, that is
why some parts of the structure have been mandatory to implement and are compulsory in
other implementations of RELOAD. The structure of every RELOAD message has three
concatenated parts: forwarding header, message content, and security block (see Figure
3.1).

Figure 3.1: Parts of a RELOAD Message

The Forwarding Header is used for routing purposes within the overlay and it also allows
peers to identify a message as a RELOAD message. The Message Content is opaque from
the perspective of the forwarding layer but it is interpreted by higher layers. The secu-
rity Block contains the certificates and the signature over the messages. The signature is
also used in some messages related to storing information and it can be computed without
parsing the message contents.

The different data types 1 and their equivalence in bytes are:
1The opaque values always contain a length field of 1, 2 or 3 bytes. The length field indicates the length of

the opaque in bytes.
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uint8 1 byte or 8 bits
uint16 2 bytes or 16 bits
uint24 3 bytes or 24 bits
uint32 4 bytes or 32 bits
Boolean 1 byte or 8 bits
byte[] A byte array of undetermined length
byte[n] A byte array of n-bytes length
vector<n..m> A vector that can contain from n to m values
opaque value<0..28 − 1> A byte array of undetermined length (up to 28 bytes)
opaque value<0..216 − 1> A byte array of undetermined length (up to 216 bytes)
opaque value<0..232 − 1> A byte array of undetermined length (up to 232 bytes)
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3.2 Forwarding Header

Each message has a header which is used to forward the message between peers and to its
final destination. This header is the only information that an intermediate peer (i.e., one that
is not the target of a message) needs to examine. The structure of the forwarding header has
the following components [30]:

struct {
uint32 relo_token;
uint32 overlay;
uint16 configuration_sequence;
uint8 ttl;
uint8 reserved;
uint32 fragment;
uint8 version;
uint32 length;
uint64 transaction_id;
uint16 flags;
uint16 via_list_length;
uint16 destination_list_length;
uint16 route_log_length;
uint16 options_length;
Destination via_list[via_list_length];
Destination destination_list[destination_list_length];
RouteLogEntry route_log[route_log_length];
ForwardingOptions options[options_length];

} ForwardingHeader;

The different fields are: the relo_token, which contains the value 0xc2454c4f (the string
’RELO’); the overlay field or checksum of the overlay being used, which allows nodes
to participate in multiple overlays and to detect accidental misconfiguration; the configu-
ration_sequence, which is the sequence number of the configuration file; the ttl (time to
live) field, which is a byte field that indicates the number of iterations, or hops, a message
can experience before it is discarded; the fragment, which is used to handle fragmentation;
the version field, which is the version of the RELOAD protocol being used; the length
field, that indicates the size in bytes of the whole message; and the transaction_id, which
is an unique 64 bit number that identifies the transaction being carried and also serves
as a salt to randomize the request and the response. There are also control flags and the
via_list_length, destination_list_length, route_log_length and options_length, which are the
the length of their respective lists in bytes. The via_list field contains the sequence of des-
tinations through which the message has passed, the destination_list contains a sequence
of destinations which the message should pass through, the route_log contains a series of
route log entries, and the options field contains a series of ForwardingOptions entries.

3.2.1 UML of the Forwarding Header

Of the Forwarding Header it is relevant to comment on the main class, that contains all
the parts of the Forwarding Header (see Figure 3.2). In order to clarify the information,
relations with primitive types (vector, byte, short, integer, long) are also shown.
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The Forwarding Header implements the ReloadMessagePart and its main method is to en-
code the message by calling the encode() method. The equals() method makes a comparison
between two Forwarding Headers and returns a Boolean value, which will be false if they
are not equal and true if they are equal.

CalculateLengthForwardingHeader() calculates, as its name indicates, the length of the
whole Forwarding Header by getting the lengths of the different fields and returning the
total length. The length will be used in the length field of the Forwarding Header. Getters
and setters, methods used to control changes to a variable, were also implemented.

The P2PSIP Logger has been used throughout the implementation for debugging purposes,
it basically prints the relevant information in the console, printing also the possible errors
that might arise.

There are several Vector (a growable array of objects) fields in the Forwarding Header;
these fields have their own classes, for instance the DestinationList or the RouteLog.

The Destination List contains several entries of the type Destination (see Figure 3.3).
The Destination class contains several values: the type of the Destination data which can be
one of "peer", "resource", or "compressed"; the length of the destination data, which allows
the addition of new DestinationTypes; and the destination value itself, which is an encoded
Destination Data structure that depends on the value of "type".

A Destination Data can be one of three types: peer, which is a simple Node-ID; compressed,
which is a compressed list of Node-IDs and/or resources represented in an opaque string;
and resource, which is the Resource-ID of the desired resource.

In the diagram it can be noticed that there are three relevant methods, which are: encode(),
parse() and equals(). There is no random() method since the way a new random destination
is generated is by creating an instance of it filled with the pseudorandom values.

The RouteLog List contains several entries of the type RouteLog (see Figure 3.4).

The route log provides a means to store the information about the path taken by the message
up to the receiving node. The route log class contains several values: version, which is a
textual representation of the software version; the Overlay Link Layer protocol, for the test
we carried out this field is "udp_dtls"; the Node-ID of the peer; the uptime of the peer in
seconds; the address and port of the peer; the peer’s certificate; and the Extensions, which
have their own class (RouteLogExtension). The contents of that structure are: The type of
the extension and the length of the rest of the structure.

The classes OpaqueByte and OpaqueShort, along with OpaqueInt have been implemented
to ease the programming and they just contain a length field and then a byte array. This
array will vary in length between 0 - 255, 0 - 65535 or 0 - 4294967295 bytes depending on
whether their maximum length is represented by a byte, a short or an integer. These classes
are used throughout the implementation.
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reload.ForwardingHeader.ForwardingHeader

- overlay
- configuration_sequence
- ttl
- fragment
- length
- transactionID
- flags
- viaListLength
- destinationListLength
- routeLogLength
- optionsLength
- viaList
- destinationList
- routeLog
- forwardingOptions
- logger

+ ForwardingHeader()
+ ForwardingHeader()
+ ForwardingHeader()
+ calculateLengthForwardingHeader()
+ ForwardingHeader()
+ equals()
+ encode()
+ getOverlay()
+ setOverlay()
+ getConfiguration_sequence()
+ setConfiguration_sequence()
+ getLength()
+ setLength()
+ getFlags()
+ setFlags()
+ getFragment()
+ setFragment()
+ getTransactionID()
+ setTransactionID()
+ getTtl()
+ setTtl()
+ getViaListLength()
+ setViaListLength()
+ getDestinationListLength()
+ setDestinationListLength()
+ getRouteLogLength()
+ setRouteLogLength()
+ getOptionsLength()
+ setOptionsLength()
+ addViaEntry()
+ addDestinationEntry()
+ addRouteLogEntry()
+ addForwardingOptions()
+ getDestinationList()
+ getViaList()
+ getRouteLog()
+ getForwardingOptions()

reload.ReloadMessagePart

 

+ encode()

P2pSipLogger

 

 

logger

short

 

 

flags
configuration_sequence

Vector

 

 

destinationList
forwardingOptions

viaList
routeLog

byte

 

 

ttl

int

 

 

optionsLength
destinationListLength

fragment
length
overlay

viaListLength
routeLogLength

long

 

 

transactionID

Figure 3.2: Class diagram of the Forwarding Header

The IpAddressPort class is interesting too, as it represents a network address and has
been implemented in order to carry either an IPv6 or IPv4 address (see Figure 3.5). The first
two fields in the structure are the same no matter what kind of address is being represented:
the type of address (v4 or v6) and the length of the rest of the structure.
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reload.ForwardingHeader.Destination

+ DESTINATION_TYPE_PEER
+ DESTINATION_TYPE_RESOURCE
+ DESTINATION_TYPE_COMPRESSED
- d_type
- length
- d_data

+ Destination()
+ Destination()
+ Destination()
+ equals()
+ calculateLengthDestination()
+ encode()
+ Destination()
+ parse()
+ Destination()
+ getD_data()
+ setD_data()
+ getD_type()
+ setD_type()
+ getLength()
+ setLength()

byte

 

 

d_type
d_data

DESTINATION_TYPE_RESOURCE
length

DESTINATION_TYPE_PEER
DESTINATION_TYPE_COMPRESSED

Figure 3.3: Class diagram of the Destination

The type and the length are at the beginning so that if an application using the RELOAD
message Structure is parsing an IP Address and does not interpret the IP, it will still be able
to parse the IpAddressPort field and then discard it, if it is not needed.

To represent the rest of the structure we have created two other classes, one for the IPv4
addresses and another one for the IPv6. They both contain a two-byte port value and a
4-byte (for the IPv4) or 32-byte (for the IPv6) value for the IP address. As an example:

FIELD VALUE HEX
type IPv4 01
length 6 06
address 127.0.0.1 7F 00 00 01
port 5500 15 7C

The IPv4 address "127.0.0.1" with port "5500" would be sent through the wire, and its
representation in hexadecimal values would be: 01 06 7F 00 00 01 15 7C.
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reload.ForwardingHeader.RouteLogEntry

+ LINK_PROTOCOL_TCP
+ LINK_PROTOCOL_UDP
- routeLogEntryIndex
- version
- link_protocol
- id
- uptime
- address
- certificate
- extensions

+ RouteLogEntry()
+ RouteLogEntry()
+ equals()
+ RouteLogEntry()
+ calculateLengthRouteLog()
+ encode()
+ RouteLogEntry()
+ RouteLogEntry()
+ getRouteLogEntryIndex()
+ setRouteLogEntryIndex()
+ getAddress()
+ setAddress()
+ getCertificate()
+ setCertificate()
+ getId()
+ setId()
+ getLink_protocol()
+ setLink_protocol()
+ getVersion()
+ setVersion()
+ getUptime()
+ setUptime()
+ addElement()
+ getExtensionList()

reload.NodeID

- nodeID

+ NodeID()
+ NodeID()
+ equals()
+ NodeID()
+ NodeID()
+ encode()
+ parse()
+ getNodeID()
+ setNodeID()
+ getLength()

id

byte

 

 

LINK_PROTOCOL_UDP
LINK_PROTOCOL_TCP

link_protocol

nodeID

reload.OpaqueByte

- opaque

+ OpaqueByte()
+ OpaqueByte()
+ equals()
+ OpaqueByte()
+ encode()
+ parse()
+ OpaqueByte()
+ OpaqueByte()
+ getopaque()
+ setopaque()
+ getLength()

opaque

reload.ForwardingHeader.IpAddressPort

+ ADDRESS_TYPE_RESERVED
+ ADDRESS_TYPE_IPV4
+ ADDRESS_TYPE_IPV6
# a_type
# a_length

+ IpAddressPort()
+ IpAddressPort()
+ equals()
+ IpAddressPort()
+ encode()
+ parse()
+ getLength()
+ getA_length()
+ setA_length()
+ getA_type()
+ setA_type()

ADDRESS_TYPE_RESERVED
ADDRESS_TYPE_IPV4

a_type
ADDRESS_TYPE_IPV6

a_length

reload.OpaqueShort

- opaque

+ OpaqueShort()
+ OpaqueShort()
+ equals()
+ OpaqueShort()
+ encode()
+ parse()
+ OpaqueShort()
+ OpaqueShort()
+ getopaque()
+ setopaque()
+ getLength()
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Figure 3.4: Class diagram of the RouteLog
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reload.ForwardingHeader.IpAddressPort

+ ADDRESS_TYPE_RESERVED
+ ADDRESS_TYPE_IPV4
+ ADDRESS_TYPE_IPV6
# a_type
# a_length

+ IpAddressPort()
+ IpAddressPort()
+ equals()
+ IpAddressPort()
+ encode()
+ parse()
+ getLength()
+ getA_length()
+ setA_length()
+ getA_type()
+ setA_type()

reload.ForwardingHeader.IPv4AddrPort

# port
- addrv4

+ IPv4AddrPort()
+ IPv4AddrPort()
+ IPv4AddrPort()
+ IPv4AddrPort()
+ equals()
+ parse()
+ encode()
+ getLength()
+ getAddrv4()
+ setAddrv4()
+ getPort()
+ setPort()

reload.ForwardingHeader.IPv6AddrPort

+ addrv6
# port

+ IPv6AddrPort()
+ IPv6AddrPort()
+ IPv6AddrPort()
+ IPv6AddrPort()
+ equals()
+ encode()
+ parse()
+ getLength()
+ getAddrv6()
+ setAddrv6()
+ getPort()
+ setPort()

Figure 3.5: Class diagram of the IP Address Structure
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3.3 Message Content

Each message has a generic header which is used to forward the message between peers
and to its final destination. This header is the only information that an intermediate peer
(i.e., one that is not the target of a message) needs to examine. The structure of the message
content has the following components:

struct {
MessageCode message_code;
opaque message_body
<0..2^24-1>;

} MessageContents;

The message_code indicates the message that is being sent. The codes that represent the
type of message that has been implemented are the following:

NAME VALUE
Probe Request and Answer 1 and 2
Attach Request and Answer 3 and 4
Store Request and Answer 7 and 8
Fetch Request and Answer 9 and 10
Find Request and Answer 13 and 14
Join Request and Answer 15 and 16
Leave Request and Answer 17 and 18
Update Request and Answer 19 and 20
Route Query Request and Answer 21 and 22
Ping Request and Answer 23 and 24
Stat Request and Answer 25 and 26
Attach Request and Answer 27 and 28
Error Hexademical value 0xffff
Unused values 0, 5, 6, 11 and 12

The message_body field contains the message body itself, represented as a variable-length
string of bytes. In the implementation the payload has the encoded value of each different
message depending on the code of the message.

As it was previously shown, there are many different possible messages that a peer can use
to communicate within the overlay. Some of them are similar and some others are rather
different. Among the many possible, we are going to focus just on a few representative
examples: the Ping Answer, the Fetch Request, and the Update Request.

The Ping Answer is the simplest message after the Ping Request, basically an empty mes-
sage:
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struct {
uint64 response_id;
uint64 time;

} PingAns;

It only has the response_id and the time. The first is randomly generated and used to distin-
guish Ping responses in cases where the Ping request is multicast. The later is the time when
the ping response was created (In absolute time, which is the milliseconds since midnight
Jan 1, 1970).

The Fetch Request retrieves one or more data elements stored at a given Resource-ID, in
pseudocode it is as follows:

enum {reserved(0), single_value(1), array(2),
dictionary(3), (255)} DataModel;

struct {
uint32 first;
uint32 last;

} ArrayRange;

struct {
KindId(uint32) kind;
DataModel model;
uint64 generation_counter;
uint16 length;
select(model) {

case single_value:
/*Empty*/

case array:
ArrayRange indices<0..2^16-1>;

case dictionary:
DictionaryKey keys<0..2^16-1>;

} model_specifier;
} StoredDataSpecifier;

struct {
ResourceId resource;
StoredDataSpecifier specifiers<0..2^16-1>;

} FetchReq;

The resource is the resource ID of the resources being fetched from and the specifiers are
a sequence of StoredDataSpecifier (see Subsection 3.3.1) values. Each StoreDataSpecifier
specifies some of the data values to retrieve. Each specifier will be different depending on
the model that it is in use: it can be a single value, an array type, or a dictionary type.
The model_specifier is a reference to the data value being requested within the data model
specified for the kind. For instance, in the case in which the specifier is an ArrayRange,
we will get a series of indices containing two integer values each, these values specifying
respectively the beginning and the end of the range of the array. In case the data is of data
model dictionary then the specifier contains a list of the dictionary keys being requested. If
no keys are specified, then this is a wildcard fetch and all keyvalue pairs are returned. If the
data is of data model single value, the specifier is empty.
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The generation-counter is the last generation-counter received by the peer, it is used to indi-
cate the requester’s expected state of the storing peer. The length value indicates the length
of the rest of the structure.

The Update Request is used along with the Update Answer (see Subsection 3.3.1) in the
process of stabilizing the predecessors and the successors. The RELOAD Base specification
[30] and the Self-tuning DHT draft for RELOAD [36] have been used on the implementa-
tion, the pseudocode is as follows:

enum {reserved (0),notify(1), succ_stab(2),
pred_stab(3), full(4), (255)} ChordUpdateType;

struct {
ChordUpdateType type;
NodeId sender_id;

select(type) {
case notify:

uint32 uptime;
case pred_stab:

/* Empty */;
case succ_stab:

/* Empty */;
case full:

uint32 uptime;
NodeId predecessors<0..2^16-1>;
NodeId successors<0..2^16-1>;
NodeId fingers<0..2^16-1>;

};
} UpdateReq;

The type field indicates which type of ChordUpdateType was sent. It can be either ’notify’,
in which case the sender wishes to notify the recipient of the sender’s existence; ’succ_stab’;
or a ’pred_stab’ depending if the Update request is related to the successor or predecessor
stabilization routine. Finally, it can even contain the entire routing table of the sender in
the ’full’ case. The rest of the fields are: the sender_id, that contains the sender’s Peer-ID;
and the actual information depending on the ChordUpdateType. If the type of the Update
request is pred_stab or succ_stab, the request does not have more information. If it is a
notify, it will contain the sender’s current uptime in seconds. If it is a full request it will
contain all the sender’s predecessor and successor list as well as the uptime and the finger
table.

3.3.1 UML of the Message Content

The second major part of a RELOAD message is the contents part. The message contents
contain two fields that have been already explained: the message code and the message
body. The message body array can be filled with several different messages (see Figure
3.6). Since there is no need to represent all the possible messages here, two of them will be
used: the Attach Request and the Update Answer.
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reload.ReloadMessagePart

reload.ForwardingHeader.ForwardingHeader

reload.Messages.MessageContent

reload.SecurityBlock.SecurityBlock

reload.Messages.AttachLiteAns

reload.Messages.AttachLiteReq

reload.Messages.AttachReqAns

reload.Messages.ErrorResponse

reload.Messages.FetchAns

reload.Messages.FetchReq

reload.Messages.FindAns

reload.Messages.FindReq

reload.Messages.JoinAns

reload.Messages.JoinReq

reload.Messages.LeaveAns

reload.Messages.LeaveReq

reload.Messages.PingAns

reload.Messages.PingReq

reload.Messages.ProbeAns

reload.Messages.ProbeReq

reload.Messages.RouteQueryAns

reload.Messages.RouteQueryReq

reload.Messages.StatReq

reload.Messages.StoreAns

reload.Messages.StoreReq

reload.Messages.UpdateAns

reload.Messages.UpdateReq

reload.Messages.UpdateAnsFull

reload.Messages.UpdateAnsNotify

reload.Messages.UpdateAnsPred

reload.Messages.UpdateAnsSucc

reload.Messages.UpdateReqFull

reload.Messages.UpdateReqNotify

reload.Messages.UpdateReqPred

reload.Messages.UpdateReqSucc

Figure 3.6: Reload Message Structure, with the different types of messages, the Forwarding
Header and the Security Block

The Attach Request is used to establish a direct TCP or UDP connection to another node
for the purposes of sending RELOAD messages or application layer protocol messages. Its
structure is the same as that of the Attach Answer and the fields of the class (see Figure
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3.7) are: the ufrag or username fragment, which is used in ICE; the password for ICE; the
application, which is a 16-bit port number; the role, which is interpreted as a simple byte;
and the list of candidates, which is a Vector of different IceCandidate values. Also like all
the messages, it includes the encode(), equal() and the random generator of the message.

reload.Messages.AttachReqAns

~ application
- ufrag
- password
- role
- candidates
- logger

+ AttachReqAns()
+ AttachReqAns()
+ equals()
+ encode()
+ AttachReqAns()
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+ getLength()
+ getApplication()
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+ setCandidates()
+ getPassword()
+ setPassword()
+ getRole()
+ setRole()
+ getUfrag()
+ setUfrag()

reload.Messages.MessageContent

+ MESSAGE_CODE_LENGTH
+ MESSAGE_LENGTH
# messageCode
# mLength

+ MessageContent()
+ MessageContent()
+ MessageContent()
+ equals()
+ encode()
+ parse()
+ getLength()
+ getMessageCode()
+ setMessageCode()
+ setMLength()
+ getMLength()
+ randomMessageContent()
+ randomMessageContent()
+ randomMessageContent()

reload.ReloadMessagePart

 

+ encode()

Figure 3.7: Class diagram of the Attach Request Message

The Update Answer of this implementation is based on the specification of the Self-Tuning
DHT for RELOAD draft (see [36]) and not on the main RELOAD specification (see [30]).
The Update implements the predecessor stabilization and successor stabilization procedures
of a RELOAD message. The Update Answer class (see Figure 3.8) differs depending on
the type of Update Answer: if it is ’full’, the answer is empty; if is ’notify’, the answer will
contain the sender’s current uptime in seconds; if it is ’pred_stab’, the answer will carry
the predecessor list of the responding peer; if it is ’succ_stab’, the answer will include the
predecessor and successor lists of the responding peer.

Another interesting class is the Stored Data Specifier (see Figure 3.9), which is used in
the Store messages to store a particular information on a node. The information will vary
for different subclasses depending on the type of information: "single_value", "array" or
"dictionary". For the latter, there is a specific class that will handle its information.
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reload.Messages.UpdateAns
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Figure 3.8: Class diagram of the Update Answer Message
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reload.Messages.DataStorage.StoredDataSpecifier

+ MODEL_TYPE_SINGLE_VALUE
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Figure 3.9: Class diagram of the Stored Data Structure
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3.4 Security Block

A security block contains certificates and a digital signature over the message. For this im-
plementation of RELOAD we are using self-signed certificates, the creator of the certificate
is the one signing it on its legitimacy. The problem of self-signed certificates is that they are
not revocable, which may allow an attacker to masquerade an identity after a private key
has been compromised. Since all stored data is signed by the owner of the data, the storing
peer can verify that the storer is authorized to perform a store at that Resource-ID and also
allows any consumer of the data to verify the provenance and integrity of the data when it
retrieves it. The specification of the main class is as follows:

enum {x509(0),(255)} certificate_type;

struct {
certificate_type type;
opaque certificate<0..2^16-1>;

} GenericCertificate;

struct {
GenericCertificate certificates<0..2^16-1>;
Signature signature;

} SecurityBlock;

The certificates (see Subsection 3.3.1) are stored in the certificates bucket, which contains
all the certificates that are needed to verify every signature in both the message and the
internal message objects.

Each certificate is represented by a GenericCertificate structure, which has a type indicat-
ing the certificate used and the certificate itself. In RELOAD, the defined certificate type
is X.509 [29]. The encoded certificate itself is generated using the BouncyCastle API [10] 2.

The signature in this implementation of RELOAD has also been calculated using the Bouncy
Castle API [10]; it is computed over the message content and parts of forwarding header. It
is structured as follows:

enum {reserved(0), cert_hash(1), (255)} SignerIdentityType;

select (identity_type) {
case cert_hash;
HashAlgorithm hash_alg;
opaque certificate_hash<0..2^8-1>;

} SignerIdentityValue;

struct {
SignerIdentityType identity_type;
uint16 length;
SignerIdentityValue identity[SignerIdentity.length];

} SignerIdentity;

2The Bouncy Castle Crypto package is a free Java implementation of cryptographic algorithms. The pack-
age is organized so that it contains a light-weight API suitable for use in any environment (including J2ME).
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struct {
SignatureAndHashAlgorithm algorithm;
SignerIdentity identity;
opaque signature_value<0..2^16-1>;

} Signature;

The signature contains the algorithm in use. The algorithm definitions are found in the
IANA TLS SignatureAlgorithm Registry [2] and in The Transport Layer Security (TLS)
Protocol (RFC5246 [23]). The identity is the one of a particular node, and it is used to
form the signature. The signature value is calculated over several fields of the Forwarding
Header (overlay and transaction id), all the Message Contents and the SignerIdentity field
in the Security Block, as specified in [30]. The engine of Bouncy Castle’s Crypto API uses
the private RSA key to calculate the signature. As it was previously shown in section 2.5.1,
the RELOAD messages are normally sent using an encrypted transport (TLS or DTLS),
therefore the communication is always encrypted. Within the RELOAD message, there is
the possibility of encrypting also the Message Contents.

When a RELOAD message is received, the first step is to verify the signature and the
certificate to ensure that the sending node belongs to the overlay. Then the message itself
will be parsed, and decrypted in case it is encrypted.

3.4.1 UML of the Security Block

The Security Block is an implementation of the ReloadMessagePart, it contains the Certifi-
cates and the Signature. In figure 3.10, we can see its class diagram. The class is actually
really simple since the complexity is in the Certificate generator and in the Signature Gen-
erator; indeed it could be said that the Security Block is a wrapping class that holds the
other two.

The GenericCertificate (see 3.11) contains the type of the certificates and an OpaqueShort
object (byte array of a maximum of 65535 bytes of length). It contains the usual encode(),
parse(), random generator, equals(), etc. methods but it has some particularities. In the
parsing method, it also verifies the certificate using the BouncyCastle engine (the parsing
of the Security Block is described in 3.5).

In the previous section there was an explanation of the components of the Signature and in
the following there will be an explanation of how it is calculated (see 3.5); in this section we
will concentrate on the classes of two of its components: the SignatureAndHashAlgorithm
and the CryptoEngine.

The SignatureAndHashAlgorithm is a simple two-bytes structure specified in RFC 5246
[23]. The first byte is the hash algorithm used, in this case SHA-1. The second byte is
the algorithm used to create the Signature, which is the RSA algorithm. According to the
very same specification in RFC 5246 [23], the values corresponding to the SHA-1 and the
RSA are 2 and 1. Therefore a encoded instance of this class will always be 02 01 for any
given RELOAD message. In future implementations the values may change but the same
structure can be reused.

51



reload.SecurityBlock.SecurityBlock

- certificates
- signature
- logger

+ SecurityBlock()
+ SecurityBlock()
+ SecurityBlock()
+ equals()
+ encode()
+ SecurityBlock()
+ SecurityBlock()
+ SecurityBlock()
+ SecurityBlock()
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+ getSignature()
+ setSignature()

reload.ReloadMessagePart

 

+ encode()

Figure 3.10: Class diagram of the Security Block
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Figure 3.11: Class diagram of the Certificate
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reload.SecurityBlock.SignatureAndHashAlgorithm

+ HASH_SHA1
+ SIGNATURE_RSA
- hash
- signature

+ SignatureAndHashAlgorithm()
+ SignatureAndHashAlgorithm()
+ SignatureAndHashAlgorithm()
+ equals()
+ encode()
+ parse()
+ SignatureAndHashAlgorithm()
+ getLength()
+ getHash()
+ setHash()
+ getSignature()
+ setSignature()

byte

 

 

signature
HASH_SHA1

SIGNATURE_RSA
hash

Figure 3.12: Class diagram of the Signature and hash algorithm

The Crypto Engine class serves as an "interface" class to communicate with the relevant
classes of the Bouncy Castle API [10]. It contains all the methods related with encryption
and decryption that need to be used in RELOAD (see 3.5): calculateSignature(), which cal-
culates a hash over the data provided as an argument and then signs it using the specified
private key; generateKeyPair(), which generates a public/private key pair; generateCer-
tificate() which generates a self-signed X.509 certificate; and verifySignature() and verify
SignedCertificate(). This class was not re-implemented for this thesis but an existing im-
plementation was re-used.
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util.CryptoEngine

- keyPair
- DISTINGUISHED_NAME
- PUBLIC_KEY_ALGORITHM
- SIGNATURE_ALGORITHM
- RSA_KEY_LENGTH
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+ getX509CertificateStructure()
+ verifySelfSignedCertificate()
- generateKeyPair()
- getCalField()
- getDateString()
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Figure 3.13: Class diagram of the Crypto Engine
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3.5 General Implementation

Within this project and among the many classes, there are three main methods that have
been programmed: To create a new random message, to encode the message, and to parse
the message.

Generating a Message Creating a random message will generate any message among all
the possible messages; this generator does not only fill the fields of a message but also the
content included is realistic, as in a real RELOAD network. This has been done so that the
measurements are accurate. The generator will create a new Forwarding Header and a new
Message Content object. The Security Block will be created during the encoding of the
message.

Encoding a Message The encoding of the message consists of creating a byte array that
will contain the whole message in bytes. Therefore it has to encode all the classes and
structures created in Java into the byte array, filling the required fields correctly. All low
level operation methods (at byte level) have been implemented since the Java Micro Edition
does not support most of them per default. The encoding is required in order to obtain
the binary messages that will be sent to the peers. It is during the encoding that, due to
performance considerations, the Security Block is created. Also at this point it is encoded
into the byte array.

Parsing a Message In order to create a proper communication between peers in the
RELOAD network, all messages have to be parsed correctly into a structure that can be
interpreted by the receiving application, so that it can then take the correct actions regard-
ing to the message. When parsing, the byte array is read and stored at byte level; this is
possible since there are several fields on the message that indicate the length of the next
part of the message. For instance, every time that an OpaqueByte structure which has a
maximum length of 255 bytes is used, an extra byte is added before it is encoded to be sent
on the wire. Therefore, the 5-byte value "value", would be encoded as: 05 76 61 6c 75 65.
During parsing, as specified in RELOAD base [30] the 05 field is taken and interpreted as
the length of the next field, so the next 5 bytes will be stored in the correspondent structure
and the parsing will go on.

Encoding and parsing the Security Block On RELOAD a standard public/private key
cryptography is used to verify and generate signatures. When parsing the message, also
the Security Block is parsed, by using the following cryptographic procedure to verify the
signature (see Figure 3.14).

First it is important to know whether the message is being sent with the certificate of the
sender included, or if this is sent before. In case the certificate has been included in the
message, it will be present in the certificate bucket of the Security Block, and when parsed,
the receiver shall assume that the first certificate of the bucket is the one that corresponds
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to the sender [30]. If the certificate is sent beforehand so that the receiver can store it, the
process of parsing will be exactly the same but the certificate used will be the one already
stored in the computer (instead of the first of the certificate bucket that is in each message).

The process starts when the Security Block is generated. The elements that will be passed
are the random generator, the values from which the certificate will be computed and the
engine itself. The Security Block will call a method in the engine to calculate the signature.
First the hash over the message will be calculated using SHA-1 and then the hash will be
encrypted using the RSA algorithm and the private key of the sender. The certificate is also
signed using the sender’s private key (since it is self-signed). Then the certificate and the
signature will be included in the message that will be sent.

When the receiver gets the message and arrives to the stage in which it has to parse the
Security Block, it will first get the first certificate of the certificate bucket, or from the place
where it has been stored if it was not sent with the message. In case the certificate is in the
certificate bucket, the receiver will assume that the first certificate is the one corresponding
to the sender. The receiver will verify the certificate and obtain the public key of the sender.
Then it will parse the signature by first decrypting it. For that it needs the previous public
key and the RSA algorithm.

Once the signature is parsed the original hash of the message will be obtained. Then an-
other hash over the message will be calculated on the receiver side, using again the SHA-1
algorithm and the relevant fields of the message that were already parsed.

To conclude the receiver will compare both hashes and in case they are not equal it will
imply a corruption of the data before arrival.

Usually the certificates are signed by a certification authority, but in this case self-signed
certificates are used. By doing that we can ensure the authentication of the sender, since he
is signing with his private key and it is physically stored in his machine.

3.5.1 UML of the Sockets

So far only the message generation and parsing has been presented, in this subsection we
will comment the UML diagrams of the sockets used to communicate between peers in the
network. The RELOAD implementation uses two different socket APIs: one for the Java
Micro edition and the other for the Standard Edition. The sockets allow the RELOAD ap-
plication to communicate with the transport layer and use the transport protocol to transmit
the information on the wire. The protocol in our testing program will be the User Datagram
Protocol (UDP), although RELOAD mandates the use of TLS or DTLS. Plain UDP was
used since J2ME phones are not capable of performing as TLS servers and do not support
DTLS, in adition to that UDP to simplifies the communication by not using the implicit
hand-shaking dialogues present in other protocols

For the Java Standard Edition, on the server side, the class MyDatagramSockets (see Figure
3.15) will be used. In it a datagram socket will be created and binded to the specified port
on the local machine. MyDatagramSockets class has the necessary methods to enable the
server to send and receive incoming datagrams.
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Figure 3.14: Process of generating, sending and parsing the Security Block

For the Java Micro Edition, there is another class: IO (see Figure 3.16), whose name comes
from Input/Output. It is very similar to the Standard Edition’s sockets since it enables
sending and receiving datagrams, but it has the peculiarity of working in the restricted envi-
ronment that J2ME introduces, and of being created to specifically work on UDP Datagram
connections [37].

The two classes on which the main code is run are TestReloadSockets (see Figure 3.18)
and MessageSender (see Figure 3.17). We are going to focus on the ones programmed
for the mobile, although they have their homologue implementation on the server side.
The TestReloadSockets is the main class of the whole implementation and it has several
threads: one generates a different type of random message depending on a specific delay
previously calculated for it, then it sends the message; another one listens for incoming
messages or certificates, then parses them, verifies the signature and stores the relevant
information. In order for the TestReloadSockets to send the information, it uses another
class, the MessageSender.
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Figure 3.15: Class diagram of the Datagram Socket
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Figure 3.16: Class diagram of the IO

The MessageSender receives all the necessary information to generate and send a message
(IO, IP, Port, Message and CryptoEngine fields) with a certain pre-established delay (delay
field). The messages can be sent either periodically, for which we use Thread that contains
a Periodic Timer; or they can be sent at an exponential rate to ensure randomness, for which
we use the Exponential Timer thread. Both periodic and exponential messages are used to
implement the traffic model used in the measurements.
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reload.TestReloadSockets
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Figure 3.17: Class diagram of the TestReloadSockets
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reload.MessageSender
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Figure 3.18: Class diagram of the Message Sender
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Chapter 4

Measurements and Evaluation

The purpose of the experiment has been to measure the performance of a mobile device
when receiving and sending a traffic similar to the one on a RELOAD network. In order
to achieve that, several RELOAD messages were generated and sent according to a traffic
model that attempts to imitate a real P2PSIP overlay.

4.1 Methodology

The application has been tested for one hour, which is a reasonable time in order to get rele-
vant battery usage information. The peer remains connected during the whole measurement
period.

In the existing literature the maximum size of a network has been found to be of few tenths
of thousands of nodes, therefore a reasonably large size of 10000 nodes has been chosen
for the network in the experiments. The chosen network size would be the same as in an
average big international company using P2PSIP for internal VoIP traffic.

The peer interarrival and departure time was chosen to be of 3 seconds. That means that
it has been assumed that one peer will join or leave the network every three seconds on
average. This time has been chosen considering that, if the average session time in a 10000-
peer overlay is 8 hours (the average working time) and the duration of the experiment was
3600 seconds, then the peer interrarrival time is (3600 · 8)/10000 , which is approximately
3 seconds.

For this experiment we assume that the DHT in use is Chord. The time between its mainte-
nance operations on ring-like networks, according to the draft on P2P Dynamic Evolution
[44] is:

"Our main result is that a Chord network in the ring-like state remains in the
ring-like state, as long as nodes send Ω(log2(N)) messages before N new
nodes join or N/2 nodes fail."

Based on this result, a DHT maintenance interval of (N/2) · 3/(log2(N) seconds has been
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Table 4.1: Data used in experiment

Field Value
Measurement duration [s] 3600
Measurement duration [s] 3600
Peer uptime [s] 3600
Network size [nodes] 10000
Peer interarrival time [s] 3
Chord maintenance interval [s] 84.96
Average hop count 6.64
Finger table size 13
Neighbor table size 17
Number of resource records 10000
Number of replica copies of each resource 3
Self-look-up hop count 7.64
Self-look-up interval [s] 84.96

used.

According to the paper [56], the average number of hops needed to route a look-up through
the overlay has been measured to be (1/2)log2(N) [44]. This information is relevant in
order to calculate how many messages sent by other nodes the mobile phone will forward
during the measurement.

The neighbor table (i.e. successor and predecessor lists) is carried on Update messages,
their size consist on: the successor list size, which is the same as the finger table size,
log2(N) [44]; and the predecessor list size. The predecessor list size is calculated using
successor replication strategy, with 3 replica copies of each record. Because of this 4 pre-
decessors are needed (3 for the replication plus the original predecessor) [36].

The total number of resource records in the overlay is assumed to be N since each node
has one contact record. In addition to the Chord maintenance operations specified in [56], a
self-look-up routine is used to detect loops within the overlay, in the process a node sends a
"false" look-up to find itself, the number of hops will be the same as the average hop count
plus one more to forward to the successor, (1/2)log2(N) + 1 (a node sends a self-look-up
request first to its successor because it cannot route a message to itself).

The table 4.1 shows the calculated values of the previous information.

4.2 Test environment

The environment consist on two sides, a computer as server that simulates the RELOAD
overlay and a mobile phone as client. They both send and receive RELOAD messages, each
of them at a different rate. The different delays have been obtained according to the table
4.1.

62



The delays have been the same for each side, the server was simulating a RELOAD overlay
in which the mobile phone is a peer. The server sends traffic to the phone according to
the traffic model. The phone both generates messages by itself and forwards traffic from
other peers in the overlay according to the traffic model. The delays have also been the
same regardless of being request or response. The difference has been on the messages
themselves, since each message of the same type has been randomly generated and with a
random interval.

Some of the messages included certificates and some others not. The find, store and attach
messages did include the certificate of the sender. This is because in those type of messages
the receiver is unknown and no communication has been previously established with it. In
the case of the update, join and leave messages there has been a previous connection with
the peer, therefore the peer does already have the certificate of the sender stored and there
is no need to send it again.

In the same way, some messages must always be signed and in some others only a subset
has to be signed. The mobile phone signs only messages that it initiates and does not sign
messages that it forwards. In the case of update and leave messages they have always to be
signed, in the case of the rest of the messages only a percentage is signed. That percentage
depends on the number of nodes (hops) that the message has to go through before arriving
to the destination (100/hops): in the case of the find, attach and store messages, it will
be 6.64 hops, therefore 15% of the messages will be signed; in the case of the self-lockup
messages it will be 7.74 hops, therefore 13% of the messages will be signed; and in the case
of the join messages just one message will be sent and signed.

In order to send and receive the messages at the same pace as they would have been sent
and received in a real overlay, some messages have been sent in a periodic fashion and
some have been sent following a random distribution. The periodicity depends on whether
the message is used in the predecessor-successor stabilization of the overlay as well as
the look-up messages. Since the rest of the messages are supposed to be sent in different
periods on the overlay and by different peers, to ensure randomness they are sent following
the exponential distribution.

The 4.2 table shows the information that has been used for each type of message.

As we can see the Full Update, Join and Leave messages are sent every 14 hours, 7 hours,
and every 45 minutes following an exponential scheme. Considering that the duration time
of the experiment is 1 hour their probability of being sent at all is scarce.
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Table 4.2: Messages and delays

Outgoing messages Number of messages Periodicity Certificate Delay [s]
Update (successor) 42.38 periodic no 84.96
Update (predecessor) 42.38 periodic no 84.96
Update (full) 0.12 exponential no 30000
Find (finger stabilization) 281.53 exponential yes 12.79
Join 0.8 exponential no 4515.45
Leave 0.24 exponential no 15000
Attach 58.2 exponential yes 61.86
Store 2.24 exponential yes 1609.11
Self-look-up 323.89 exponential yes 11.11
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4.2.1 Procedure

The process commences by executing the server application, which has a thread in listening
mode waiting on port 50501 for datagrams to be received through the UDP channel. When
the client is started, it calculates the key pair to be used on the signature and certificate and
sends the certificate to the server. This is only done once, then it remains in a listening state
on port 50500.

When the server receives the datagram it first checks whether the message is a RELOAD
message or a Certificate, if the later happens it stores the certificate and sends back its own
certificate to the IP address from which the first certificate was received. Then it remains
in listening mode. When the client receives the certificate from the server it stores it and
commences the transmission of the messages. The moment the server receives the first
RELOAD message, it commences the transmission (See figure 4.1).

Figure 4.1: Model of the experiment

While both the server and the client are sending and receiving messages, the server stores
relevant information into a vector structure. When the experiment is over the data is in-
troduced into a spreadsheet to be analyzed later. On the client side the measured values
include memory, CPU efficiency, and battery life.

Since storing that information on the client itself would have caused to alter the experiment
by overloading the phone, the measurements of the client where taken by connecting it to a
laptop, which was storing that information.
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4.3 Evaluation

The table 4.3 shows a resume of the sizes and number of messages 1.

The size of the different parts of the message vary greatly depending on the message, on
average the Forwarding Header and the Message Contents represent a smaller part of the
whole message when compared to the Security Block (see figure 4.2).

The actual percentage is of 7.3% for the Forwarding Header, 8.6% for the Message Contents
and 84.1% for the Security Block, therefore the Security Block is on average five times
bigger as the rest of the message.

Forwarding Header Message Contents Security Block

Figure 4.2: Size of the different parts of a RELOAD message

Some messages were not sent at all (join request, join answer, leave request and leave
answer) this is because it is a matter of probability, and in a real overlay they are seldom
sent. For instance the join and leave messages are just sent once for each peer.

Table 4.3: Result number of messages and sizes

Message NOM FH MC SB SOM
Attach Req 60 42 39 685 767
Attach Ans 50 43 40 710 794
Store Req 3 57 29 813 899
Store Ans 1 57 145 830 1032
Find Req 535 56 8 828 893
Find Ans 555 56 7 789 853
Update Request 82 55 22 271 348
Update Answer 70 58 248 271 578

In the case of the Attach and Find messages, the non-signed messages were generated
and stored at the beginning of the experiment. Then, if a non-signed message was required,

1The initials FH, MC, SB, SOM stand for the respective Average sizes of the Forwarding Header, Message
Contents, Security Block and Size of Message. NOM stands for Number of Messages.
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which was in the 85% of the cases, the same previously generated message was sent. There-
fore the median corresponds to the value of this message. That is also the reason why their
graphics show certain homogeneity.

The average size of the Attach Request and Attach Answer message (see figure 4.3) was
767.63 and 794.92 bytes. In the case of the Find Request and Find Answer (see figure 4.4)
it was 893.25 and 853.02 bytes.

The variance in the the message sizes is caused because of the randomness in which they
are generated. Despite some fields have always the same length, although they may contain
different values, some other may have an array of values. In the case of the Attach Request
for instance, the IceLiteCandidate array varies in number of elements from one message to
another.

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60
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Figure 4.3: Graphic of the sizes of the Attach Request and Attach Answer messages

In the case of the Update Request and Update Answer messages, it can be noticed in
figure 4.5 that the size is sensibly smaller to the previous two types. This is because the
Update Messages did not include the Certificates, being their size smaller than in the other
cases.

The average size of the Update Request was 348.87 bytes and its median 345 bytes. In
the case of the Update Answer, the average size was 578.07 bytes and the median 577
bytes. This result can be understood by looking again at the table 4.3 in there we can see
that the average size of the Message Content of the Update Request message is 22 bytes
while the Update Answer has an average size of 248 bytes, being thus the message bigger.
The reasons why the message content is smaller in the Update Request are two: first the
probability of sending a Full Update Request message, which is the biggest one, is very rare;
second, the size of the rest of the Update Request types (Notify, Predecessor and Successor)
is relatively small when compared with its counterparts in the Update Answer.

While the messages were being received by the server, also the delay upon receival of

67



2 14 26 38 50 62 74 86 98
8 20 32 44 56 68 80 92 104

110
116

122
128

134
140

146
152

158
164

170
176

182
188

194
200

206
212

218
224

230
236

242
248

254
260

266
272

278
284

290
296

302
308

314
320

326
332

338
344

350
356

362
368

374
380

386
392

398
404

410
416

422
428

434
440

446
452

458
464

470
476

482
488

494
500

506
512

518
524

530
536

542
548

554

0

100

200

300

400

500

600

700

800

900

1000

Find Request
Find Answer

Figure 4.4: Graphic of the sizes of the Find Request and Find Answer messages
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Figure 4.5: Graphic of the sizes of the Update Request and Update Answer messages

the Update Predecessors and Successors was measured (see figure 4.6). The reason for
measuring only the delay of the Update messages is that they always are a on-hop message,
therefore they can be simulated in the current scheme.

The measuring was done by including a timestamp in each of the Update messages that
was sent to the phone, then the phone copied that timestamp in the Update messages it
generated and sent it back to the server. Once in the server the timestamp was read again
and substracted to the time upon receival, calculating thus the delay of the message.

The results show that the Average delay for the Update Predecessor message is of 2608.61
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milliseconds, and the median is 1964 milliseconds. This of course is the roundtrip delay,
sending and receiving a message.

For the Update Successor, the average delay for the is of 3731.88 milliseconds, and the
median is 3462 milliseconds.

The messages experimented a great delay due to the 3G HSDPA connection that was used
for the phone, being the downlink bandwidth 2Mbit/s and uplink bandwidth 1Mbit/s

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36
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Figure 4.6: Graphic of the delays of the Update Predecessor and Update Successor mes-
sages

The time it took the mobile phone to calculate the public and private keys, a process
done at the beginning of the experiment was 57 seconds. This is because the amount of
processing power necessary to calculate them is high for a mobile phone. In other testings
this time has gone down up to 37 seconds and up to 179, since the process of generating the
keys has a fair amount randomness in it.

The number of received messages were 1356 and the total amount of bytes received were
1109922 bytes which is around 1 megabyte of information in total.

Regarding memory consumption, in 4.7 we can see how the used Java memory remains
stable throughout the experiment, ranging from values of 547 to 767 kilobytes and being the
average consumption of 660.91 kilobytes. In the case of the native memory of the phone
the consumption is stable too (see figure 4.8), the minimum used memory in a certain
instant is of 3.65 megabytes and the maximum of 4.19 megabytes, being the median of 4.04
megabytes and the initial memory of the phone of 32 megabytes. It is noticeable also that
the load is stable during the measurements, varying only in a maximum of 555 kilobytes,
depending on the Java Memory consumption, the initial consumption of 4 megabytes is
caused by the high load that the CryptoEngine generates.

The battery consumption was the 18% of the phone’s battery, which is quite high. There
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Figure 4.7: Graphic of the Java memory consumption

are two factors to be taken into account when analyzing this data, the first one is that having
a network connection open for long periods of time consumes a lot of battery on a mobile
phone and the other is that the cryptographic features introduce a high load on the CPU.

The CPU load was varying from idle until up to a 99% of load when processing the mes-
sages. In 4.9 the swift changes can be noticed. It is also noticeable that despite the sudden
changes and the lack of homogeneity in the graphic, the CPU was mostly idle during the
experiment, being the median of the values of 6% of load.
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Figure 4.8: Graphic of the phone’s native memory consumption
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Chapter 5

Conclusions and Future work

The thesis consists of the implementation of the RELOAD message structure and on the
testing of whether a mobile phone can participate in a RELOAD network. The testing
consisted of a server simulating a RELOAD overlay and sending similar traffic to the one
in an overlay to the mobile phone. The phone behaved as if in a real overlay.

This project constitutes the first measurement of this kind, and it positively proves the pos-
sibility of using mobile devices on a P2PSIP communication.

In the future it would be interesting to evaluate the performance of RELOAD on other
types of mobile devices with better performance (i.e. PDAs or Smartphones for instance).
It would also be interesting to continue with the implementation of RELOAD, realize the
experiments on real networks and eventually implement a fully functional RELOAD appli-
cation.

There is some room for improvement on battery consumption on the phone (18%), despite
being as expected perhaps even higher since the screen was on all the time. The CPU load
was relatively high when processing the messages but there where some idle periods in
between, with no apparent overload of the phone.

The native memory used on the mobile device was relatively low, with a lot of consumption
caused by the cryptographic procedures followed to generate the keys used to sign the
messages. It would be therefore be interesting to optimize this consumption if possible.

There is also room for improvement on the average delay of the update messages: while
some of this delay may be due to the cryptographic algorithms used and to the connection
on the mobile phone’s side, it is also necessary to re-evaluate the whole testing process in
order to improve the performance.
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Appendix A

Tools and Materials

In this chapter several requirements necessary for the development the project are explained:
knowledge base, software and hardware.

A.1 Knowledge Base

The knowledge required and adquired for this thesis has been mainly on the fields of proto-
col implementation on Java, and theoretical knowledge of several P2P systems and SIP.

General It has been necessary to learn about P2P networks, current trends and future
planned developments. Among the extensive studied bibliography that is referred at the end
of this thesis, "REsource LOcation And Discovery (RELOAD) Base" draft [30] and "Self-
tuning Distributed Hash Table (DHT)" draft [36], which have been the model on which the
project has been implemented, are worth noting.

Programming The code has been developed mainly in Java Micro Edition (J2ME), with
special emphasis on low-level classes and on sockets since they are both used in the imple-
mentation. Java Standard Edition has been use for the server side.

The Cryptography has been done using the Bouncy Castle API [10]. It implements all
the underlying cryptographic algorithms used in RELOAD, in order to self-sign the mes-
sages and generate the certificates. It has been chosen because it is suitable for memory
constrained devices (J2ME).

Some basic scripts have also been used for data management, the language in that case has
been Perl.
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A.2 Software

The software used refers not only to the different applications but also Operative Systems,

The implementation has been carried out in the Eclipse IDE, version 3.4.2. Also some of
its plugins have been used: Mobile Tools for Java SDK version 0.9.1, the Subclipse Client
version 1.6.2 and the Sun Java Wireless Toolkit (WTK) version 2.5.2.

The main operative system has been Ubuntu versions 8.04 and 8.10. The server for the
mobile phone is also an Ubuntu 8.04 with ssh installed. The desktop interface has been
GNOME version 2.22.3 and the Kernel Linux version is the 2.6.24.

Windows XP has also been used in order to obtain the relevant data from the software used
to measure CPU load and memory usage, which is the Sony-Ericsson SDK.

This thesis has been written on LATEX, specifically using the Texmaker version 1.6 applica-
tion.

The images are all original and have been done on DIA version 0.96.1, being later exported
to .eps format to include them in this thesis. In the case of the UML diagrams they have
been done using Doxygen version 1.5.9.

The OpenOffice Spreadsheet application has been used for the data management, and also
to create the graphics from the data.

A.3 Hardware

The phones in which the application has been tested have been a Sony Ericsson C905 and
a SonyEricsson K660, being both of them suitable for the application.

The programming and testing on the server side has been done on a laptop with 2 GB of
memory, and an Intel Pentium M processor having 42 Gb of hard drive space.
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Appendix B

Budget Estimation

In this part it is analysed the several steps in which the project is divided along with the
theoretical cost that they would have. The costs have been calculated by determining the
number of hours dedicated to the project, and depending on each of its tasks.

B.1 Tasks in the implementation of the project

Documentation The documentation part has consisted on the study of several books, and
RFCs on P2P, SIP and RELOAD as well as learning Java and the use of the different tools
required to start the implementation.

Implementation & Testing The implementation has had two parts, the implementation
of the RELOAD message structure and the implementation of the testing environment. The
testing has been doneat the same time as the implementation, at the end of every significa-
tive step of the development of the final application.

Measurements and Analysis The measurements have been analyzed after the final ex-
periments, the ammount of data generated required the use of different applications to trans-
form them into readable data and visually comprehensible in order to analyze them.

Writing Thesis Writing the thesis represents unifying the several parts it is composed of,
as well as finding the references, learning to use the tools (LATEX, Dia, Doxygen, . . . ) and
revising the thesis.

B.2 Project costs

This section shows the total costs of the project, it does not include the cost of the hardware
nor the software. Although the software costs is close to 0 ¤ since the development has
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been carried out almost entirely on free software (i.e. Ubuntu, Dia, Eclipse, OpenOffice,
LATEX, . . . ).

The table B.1 indicates the number of hours per task and the cost of the particular task in
Euros. It has been taken the cost of a programmer as 20 ¤per hour. The total time taken to
do the thesis is of 960 hours (i.e. 6 months).

The cost is calculated with the following formula:

Cost = hours · Ch (B.1)

Task Hours Cost [¤]
Documentation 300 6000
Implementation 340 6800
Measurements 140 2800
Writing 180 3600
Total 960 19200 ¤

Table B.1: Tasks and costs
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